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Abstract

Nowadays, there has been an increase in the use of frequent approximate subgraph (FAS)

mining for different real-world applications such as image classification, social network anal-

ysis and natural language processing, among others. In several of these applications, in the

last years, multi-graphs have been used to model data, because, in the real-world, commonly

there are more than one relation (edge) between the entities represented as vertices. How-

ever, the reported FAS miners have been designed to work with simple-graphs. Therefore,

in order to solve the problem of mining FASs from multi-graph collections, we explore two

alternatives in this research: (1) transforming the multi-graphs into simple-graphs and the

FASs are obtained by applying conventional FAS miners over the transformed simple-graph

collection, and (2) proposing algorithms for mining FAS directly from multi-graph collections.

Following the first alternative, a method, called allEdges, based on graph transformations for

mining all FASs on multi-graph collections by means of applying simple-graph FAS min-

ers was proposed. Later, for speeding up the mining process, an alternative method, called

onlyMulti, based on graph transformation for mining some FASs over multi-graph collections

was proposed. Despite the fact that both allEdges and onlyMulti allow using simple-graph

FAS miners for mining multi-graph FASs, the graph transformation processes increase the

size of the graph collection and therefore, the mining process cost is increased. Thus, an

algorithm, called MgVEAM, for mining all FASs directly over multi-graph collections with-

out graph transformations was proposed. After, in order to accelerate the mining process,

another algorithm, called AMgMiner, for directly mining all multi-graph FASs was proposed.

AMgMiner is faster than MgVEAM, but the former requires more memory than the later.

All the proposed methods and algorithms were evaluated and compared by using different
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multi-graph datasets.

The large number of mined FASs is one of the fundamental drawbacks of FAS mining,

which makes difficult the further use of the mined FASs. Therefore, in order to mine only a

subset of representative FASs from multi-graph collections, we proposed two algorithms; one

for mining generalized closed FASs and another for mining clique FASs.

Experiments on different databases were carried out to show the performance of our

proposals. We also analyze the computational complexity of our transformation methods and

mining algorithms. In order to show how to use the patterns computed by our algorithms,

we include some experiments on using FASs for image classification, where the images are

represented as multi-graphs.

Based on our experiments, we conclude that it is possible to mine multi-graph FASs

from multi-graph collections with simple-graph FAS miners by applying our methods based

on graph transformations. We also conclude that it is possible to mine all multi-graph FASs

directly from multi-graph collections by means of AMgMiner and MgVEAM. Finally, with

our representative FAS miners, it is possible to mine maximal, closed and clique FASs directly

from multi-graph collections without increasing the computational cost of the mining process.



Resumen

Actualmente existe un incremento del uso de la mineŕıa de subgrafos frecuentes aproximados

en diferentes aplicaciones, por ejemplo clasificación de imágenes, análisis de redes sociales

y procesamiento del lenguaje natural, entre otros. En varias de estas aplicaciones, en los

últimos años, los multi-grafos han sido utilizados para modelar los datos, porque en la reali-

dad, comúnmente existen más de una relación (arista) entre las entidades representadas como

vértices. Sin embargo, los algoritmos reportados para la mineŕıa de este tipo de patrones han

sido diseñados para trabajar con grafos simples. Por tanto, con el objetivo de solucionar

el problema de minar subgrafos frecuentes aproximados en colecciones de multi-grafos, en

esta tesis se exploran dos alternativas: (1) transformar los multi-grafos en grafos simples,

obteniendo los subgrafos frecuentes aproximados al aplicar algoritmos convencionales sobre

los grafos simples transformados, y (2) proponer algoritmos para la mineŕıa de subgrafos

frecuentes aproximados directamente sobre colecciones de multi-grafos. Siguiendo la primera

alternativa se propone un método, llamado allEdges, que se basa en transformaciones de

grafos para la mineŕıa de todos los subgrafos frecuentes aproximados en colecciones de multi-

grafos mediante la aplicación de algoritmos que minan grafos simples. Luego, para acelerar

el proceso de mineŕıa se propuso un método alternativo, llamado onlyMulti, el cual está

basado en transformaciones de grafos para minar algunos subgrafos frecuentes aproximados

en colecciones de multi-grafos. A pesar del hecho de que los métodos allEdges y onlyMulti

permiten usar algoritmos que mina grafos simples para minar subgrafos frecuentes aproxima-

dos en el contexto de multi-grafos, los procesos de transformación incrementan el tamaño de

la colección de grafos y por consiguiente se incrementa el costo del proceso de mineŕıa. Por lo

que se propone un algoritmo, llamado MgVEAM, para minar todos los subgrafos frecuentes
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aproximados directamente de la colección de multi-grafos sin procesos de transformación de

grafos. Después, con el objetivo de acelerar el proceso de mineŕıa, se propone otro algoritmo,

llamado AMgMiner, para minar todos los subgrafos frecuentes aproximados directamente en

colecciones de multi-grafos. AMgMiner es más rápido que MgVEAM, pero el primero requiere

más memoria que el segundo. Todos los métodos y algoritmos propuestos fueron evaluados y

comparados utilizando diferentes colecciones de multi-grafos.

Por otro lado, el elevado número de subgrafos frecuentes que se encuentran es uno

de los inconvenientes de la mineŕıa de subgrafos frecuentes aproximados, el cual dificulta

el uso dichos subgrafos. Por lo tanto, con el objetivo de minar solo un subconjunto de

patrones representativos en colecciones de mutli-grafos, se propusieron dos algoritmos; uno

para identificar patrones cerrados generalizados, y otro para encontrar patrones cliques.

Se realizaron experimentos sobre diferentes bases de datos para mostrar el compor-

tamiento de los métodos basados en transformaciones de grafos y de los algoritmos para la

mineŕıa propuestos. Además, se realiza un análisis de la complejidad computacional de las

propuestas. Con el objetivo de mostrar cómo se usan los patrones encontrados por nuestros

algoritmos, se incluyen algunos experimentos usando los subgrafos frecuentes aproximados

para la clasificación de imágenes, donde las imágenes están representadas como multi-grafos.

Basados en nuestros experimentos se puede concluir que es posible minar subgrafos

frecuentes aproximados de colecciones de multi-grafos con algoritmos convencionales para la

mineŕıa de patrones frecuentes en colecciones de grafos simples aplicando nuestros métodos

basados en transformaciones de grafos. Además, se puede concluir que es posible minar todos

los subgrafos frecuentes aproximados directamente de dichas colecciones mediante AMgMiner

y MgVEAM. Finalmente, con nuestros algoritmos para la mineŕıa de patrones representativos

es posible minar los subgrafos frecuentes aproximados maximales, cerrados y cliques directa-

mente de las colecciones de multi-grafos sin incrementar el costo computacional del proceso

de mineŕıa.
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CHAPTER 1
INTRODUCTION

In this chapter, for properly contextualizing our research problem, we present an introduction

to the area of mining approximate frequent subgraphs; mentioning some of the different

applications where they are applied. Later, the importance and motivation of our research is

discussed, and finally, the aims of this Ph.D. research are presented.

In data mining, frequent pattern mining has become an important topic with a wide

range of applications in several domains of science, such as: biology, chemistry, social sci-

ences and linguistics, among others (Emmert-Streib et al., 2016; Muñoz-Briseño et al., 2016;

Wang et al., 2016; Appel and Moyano, 2017; Deore et al., 2017; Petermann et al., 2017;

Senthilkumaran and Thangadurai, 2017; Herrera-Semenets and Gago-Alonso, 2017). This

topic includes different techniques for frequent pattern mining, where frequent subgraph min-

ing techniques should be highlighted. These techniques search for subgraphs which appear

frequently in a graph database. Graphs are commonly used to model data, since in real-world

applications there are entities or objects which can be naturally represented as vertices, and

their relationships can be represented as edges (Riesen and Bunke, 2008; Aoun et al., 2014;

Manzo et al., 2015; Rousseau et al., 2015; Acosta-Mendoza et al., 2016b; Shi and Weninger,

2016; Appel and Moyano, 2017). Figure 1.1 shows three examples of data modeled using

graphs.

Several algorithms have been developed for mining all frequent subgraphs in a graph

collection (Borgelt, 2002; Inokuchi et al., 2002; Kuramochi and Karypis, 2002; Yan and Han,

2002; Huan et al., 2003; Nijssen and Kok, 2004; Wang et al., 2004; Zhu et al., 2007; Gago-

Alonso et al., 2008; Thomas et al., 2009; Gago-Alonso et al., 2010a,b; Gago-Alonso, 2015; Alam

et al., 2017; Petermann et al., 2017). These algorithms use exact matching for computing

frequent subgraphs, but there are several real-world problems where some variations in the
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Figure 1.1: Examples of data modeled as graphs.

data are allowed, for example: analysis of links, social networks and routers of package

delivery, image classification, and intrusion detection, among others (Holder et al., 1992;
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Flores-Garrido et al., 2014; Ramraj and Prabhakar, 2015; Santhi and Padmaja, 2015; Emmert-

Streib et al., 2016; Muñoz-Briseño et al., 2016; Herrera-Semenets and Gago-Alonso, 2017).

In these problems, where approximations between similar graphs must be considered, exact

matching does not produce a positive outcome (Holder et al., 1992; Chen et al., 2008; Acosta-

Mendoza et al., 2012a; Li et al., 2012; Elseidy et al., 2014; Flores-Garrido et al., 2015; Gao

et al., 2015; Li and Wang, 2015; Moussaoui et al., 2016; Muñoz-Briseño et al., 2016). For

this reason, several algorithms have been developed for frequent approximate subgraph (FAS)

mining. These algorithms use different approximate graph matching for mining FASs (Jia

et al., 2011; Acosta-Mendoza et al., 2012a,b; Morales-González et al., 2014; Elseidy et al.,

2014; Flores-Garrido et al., 2015; Gao et al., 2015; Li and Wang, 2015; Moussaoui et al., 2016;

Wu et al., 2017).

FAS mining algorithms have become important tools in several applications, such as:

analysis of biochemical structures (Chen et al., 2007; Xiao et al., 2008; Jia et al., 2011;

Li and Wang, 2015); genetic networks analysis (Song and Chen, 2006); circuits, links and

social networks analysis (Holder et al., 1992; Moussaoui et al., 2016); and image classification

(Acosta-Mendoza et al., 2012a; Gao et al., 2015; Flores-Garrido et al., 2015), among others.

In some of these applications there could be more than one relationship between two vertices,

producing a multi-graph representation (see Figure 1.2). A multi-graph is a graph that allows

having more than one edge between a pair of vertices (multi-edges), as well as edges connecting

a vertex to itself (loops).

An example of applications that use multi-graph representation can be seen in social

network analysis, as it is illustrated in Figure 1.2(a), where the entities (persons, videos,

objects, etc.) can be modeled as vertices and multi-edges may represent the different inter-

actions among entities (Jabeur et al., 2012; Papalexakis et al., 2013; Cazabet et al., 2015;

Goonetilleke et al., 2015; Verma and Bharadwaj, 2017). Other networks such as transporta-

tion, routing, railway and traveling can be modeled with multi-graphs (see Figure 1.2(b)) for

determining the minimum cost of deliveries (Setak et al., 2015) by predicting the contacts

between bus stations (Wang et al., 2015); or finding the cheapest path for traveling via plane
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(Hulianytsky and Pavlenko, 2015), among others (Terroso-Saez et al., 2015; Wei et al., 2015).

Likewise, several works use multi-graphs for representing images (see Figure 1.2(c)) in dif-

ferent applications (Kropatsch et al., 2005; Morales-González and Garćıa-Reyes, 2010, 2013;

Youssef et al., 2015). In these works, the authors have stated that by using multi-graphs the

nature of the problem can be better modeled than by using simple-graphs.

However, multi-graph representations are not being properly exploited because of the

lack of algorithms for handling multi-graph collections. Thus, this research is focused on devel-

oping algorithms for mining FASs from multi-graph collections. For this purpose, we explore

two alternatives: (1) transforming multi-graphs into simple-graphs for applying traditional

FAS miners, and (2) developing new algorithms for mining FASs directly from multi-graph

collections.

On the other hand, when FASs are mined, usually a large number of subgraphs is

obtained (Jia et al., 2011; Acosta-Mendoza et al., 2013; Li and Wang, 2015; Acosta-Mendoza

et al., 2016b; El Islem Karabadji et al., 2016; Wu et al., 2017) and discovering a subset of FASs

that could be used for representing the whole collection of FASs is a challenge (Jiang et al.,

2013; Ramraj and Prabhakar, 2015; Emmert-Streib et al., 2016). In order to mine a subset

of FASs, some authors (Flores-Garrido et al., 2014; Li and Wang, 2015; Liu and Gribskov,

2015; Chalupa, 2016; Chen et al., 2016; El Islem Karabadji et al., 2016; Hahn et al., 2016;

Hao et al., 2016; Segundo et al., 2016; Salma, 2016; Demetrovics et al., 2017; Wu et al.,

2017) have proposed computing only a representative subset from the whole set of FASs, for

example maximal1, clique2 or closed3 FASs, among others. We denote these maximal, clique

and closed subgraphs as representative patterns because they are used for representing the

whole set of FASs. In this research, we are also interested in developing algorithms for mining

only a representative subset of FASs from a multi-graph collection.

1A maximal FAS is a FAS that is not sub-isomorphic to another FAS (Flores-Garrido et al., 2014).
2A clique FAS is a FAS such that every vertex is connected to every other by an edge (Rahman, 2017).
3A closed FAS is a FAS that is not sub-isomorphic to another FAS with the same frequency (Yan and Han, 2003).
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1.1 Motivation

FAS mining is an important problem in graph mining. In this type of mining, variations in

vertex and edge labels, as well as changes in the structure of graphs are taken into account for

detecting FASs. Better results have been reported using approximate graph miners (Jia et al.,

2011; Li et al., 2012; Acosta-Mendoza et al., 2012c; Acosta-Mendoza, 2013; Flores-Garrido

et al., 2015; Gao et al., 2015; Acosta-Mendoza et al., 2016b; Moussaoui et al., 2016; Muñoz-

Briseño et al., 2016; Wu et al., 2017) than those results reported by the exact ones. However,

all reported FAS mining algorithms have been designed to work with simple-graphs, and, as

we have previously mentioned, there are some real-world applications where multi-graphs are

necessary for modeling the nature of data (Cazabet et al., 2015; Goonetilleke et al., 2015;

Hulianytsky and Pavlenko, 2015; Setak et al., 2015; Terroso-Saez et al., 2015; Wang et al.,

2015; Wei et al., 2015; Youssef et al., 2015; Verma and Bharadwaj, 2017).

On the other hand, the FAS mining algorithms reported for simple-graphs commonly

mine large sets of FASs. There are some works focused on this problem, where the main idea

is to develop methods for identifying a representative subset of FASs (Acosta-Mendoza, 2013;

Acosta-Mendoza et al., 2013, 2016b; El Islem Karabadji et al., 2016; Hao et al., 2016; Salma,

2016). However, these works are based on a post-processing stage taking into account the

information provided by the problem context. Therefore, another important challenge is to

compute only representative (in this PhD. we focused on maximal, closed, and clique FASs)

FASs from multi-graph collections during the mining process.

1.2 Aims

The general aim of this thesis is:

• Proposing algorithms for mining representative frequent approximate subgraphs in

multi-graph collections, which must be competitive in time with the FAS mining al-
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gorithms for simple-graph collections.

For accomplishing the general aim, five specific objectives are proposed; the first focused

on developing algorithms for mining all FASs. From the second to the fourth the focus is

developing algorithms for mining different types of representative FASs. Finally the last one

is focused on shown hoy to use the mined FASs on a specific task.

1. Proposing an algorithm for frequent approximate subgraph mining in multi-graph col-

lections.

2. Proposing an algorithm for mining maximal frequent approximate subgraphs in multi-

graph collections.

3. Proposing an algorithm for mining closed frequent approximate subgraphs in multi-

graph collections.

4. Proposing an algorithm for mining clique frequent approximate subgraphs in multi-

graph collections.

5. Adapting a classification method based on frequent approximate subgraphs, for eval-

uating the accuracy and performance of the representative subgraphs mined by our

algorithms.

1.3 Overview and Results

The main contribution of this research is the introduction of algorithms for mining all FASs

and representative (maximal, closed and clique) FASs over multi-graph collections. We also

extend the canonical adjacency matrix and depth-first search canonical forms for representing

isomorphic multi-graphs.

In this thesis, we propose allEdges for mining all FASs on multi-graph collections by

means of transforming multi-graphs into simple-graphs, applying a simple-graph FAS miner
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and translating the identified simple-graph FASs to multi-graph FASs. Then, with the aim

of speeding up the multi-graph mining process, we propose an alternative method, called

onlyMulti, which is also based on graph transformations. onlyMulti allows mining FASs on

multi-graph collections faster than allEdges. However, when onlyMulti is used some FASs

are missed, while allEdges always mines all FASs of a multi-graph collection. These methods

allow us to use any simple-graph FAS miner for mining multi-graph FASs.

In order to accelerate the multi-graph mining process, we propose MgVEAM for di-

rectly mining all FASs over multi-graph collections without a transformation process. We

introduce an extension of the canonical form based on Canonical Adjacency Matrices (CAM)

for representing multi-graphs, which was used in MgVEAM. We also extend the Depth-First

Search (DFS) canonical form for representing isomorphic multi-graphs, and used it to in-

troduce a new algorithm, called AMgMiner, for mining all FASs on multi-graph collections.

AMgMiner is faster than MgVEAM, but requires more memory for mining all the FASs. All

our proposals were evaluated with several experiments on different multi-graph collections.

With the aim of reducing the amount of identified FASs, we propose two algorithms,

called GenCloMgVEAM and CliqueAMgMiner, for mining representative (i.e., maximal,

closed or clique) FASs directly from multi-graph collections. GenCloMgVEAM is an ex-

tension of MgVEAM for mining generalized closed FASs on multi-graph collections. Gen-

CloMgVEAM is able to mine maximal FASs and traditional closed FASs. In this direction,

we also propose CliqueAMgMiner, which is an extension of AMgMiner for mining clique FASs

on multi-graph collections. Through several experiments over different multi-graph collections

we were able to show that our representative FAS miners allows reducing the amount of FASs

without increasing the computational cost of MgVEAM and AMgMiner.
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1.4 Document Description

This Ph.D. thesis is structured as follows. In Chapter 2, some concepts, needed for under-

standing the rest of this thesis, are provided. In Chapter 3, the related work is discussed. In

Chapter 4, two new methods based on graph transformations for mining FASs from multi-

graph collections are introduced. Later, two new algorithms for directly mining FASs from

multi-graph collections, without graph transformations, are proposed in Chapter 5. Chap-

ters 4 and 5 address the first specific aim. Next, in Chapter 6, we introduce two algorithms

for mining representative FASs (generalized closed FASs and clique FASs) from multi-graph

collections; this chapter addresses the second, third and fourth specific objectives. Our con-

clusions and some future work directions, as well as the contributions and publications derived

from this Ph.D. research are presented in Chapter 7. In Appendix A, for addressing the fifth

specific objective, we show some experiments about how to use the FASs mined by our pro-

posed algorithms. Finally, in Appendix B, we include proofs of the correctness of our methods

based on graph transformations.



CHAPTER 2
BASIC CONCEPTS

In this chapter, some basic concepts needed to define the frequent approximate subgraph

(FAS) mining problem in multi-graphs are presented. Additionally, some concepts used to

define the representative frequent approximate subgraph mining problem are also provided.

This chapter is structured as follows. In Section 2.1, we present basic concepts on labeled

graph, simple-graph and multi-graph. In Section 2.2, basic concepts related to isomorphism,

sub-isomorphism, similarity between graphs, approximate isomorphism and sub-isomorphism

are defined. In Section 2.3, we present basic concepts on approximate support, FAS, FAS

mining and representative FAS mining. Finally, in Section 2.4, we include a summary of this

chapter.

2.1 Labeled Simple-Graph and Multi-Graph

In this research, as a first approximation to the FAS mining on multi-graphs, we will focus on

undirected labeled multi-graphs and directed labeled multi-graphs will be treated as future

work. Thus, the first concepts to be defined are labeled graph, simple-graph and multi-graph.

Definition 2.1 (Labeled graph). Let LV and LE be two label sets for vertices and edges, respectively,

a labeled graph G is a 5-tuple (VG, EG, φG, IG, JG) where:

• VG is a set of vertices,

• EG is a set of edges,

• φG : EG → V •G is a function that returns the pair of vertices of VG which are connected by a

given edge, where V •G = {{u, v}|u, v ∈ VG},

10
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• IG : VG → LV is a labeling function for assigning labels to vertices in VG,

• JG : EG → LE is a labeling function for assigning labels to edges in EG.

In Figure 2.1, a labeled graph G with VG = {v0, v1, v2} and EG = {e0, e1, e2} is

shown. In this example, according to Definition 2.1, φG(e0) = {v0, v2}, φG(e1) = {v0, v1} and

φG(e2) = {v1, v2}, as well as IG(v0) = A, IG(v1) = B, IG(v2) = C, JG(e0) = 0, JG(e1) = 2

and JG(e2) = 1.

A

B

C
2

0

1

v

v

v

0

1
2

0
e

2
e

1e

Figure 2.1: Example of a labeled graph G, where VG = {v0, v1, v2}, EG = {e0, e1, e2}, LV =
{A,B,C} and LE = {0, 1, 2}.

For undirected labeled graphs, the domain of all possible labels is denoted as L =

LV ∪LE . Henceforth, when we refer to a graph we assume an undirected labeled graph unless

we specify the contrary. In Figure 2.2, we show examples of undirected labeled graphs with

LV = {A,B,C} and LE = {0, 1, 2}.
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C
2
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. .

(a) A graph.
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B

1
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1

.

.

. .

(b) Multi-edges.

C

2

.

.

. .

(c) A loop.

.

.

. .

A

B

12

0

C 1

12

(d) A multi-graph.

Figure 2.2: Example of different type of undirected labeled graphs with LV = {A,B,C} and LE =
{0, 1, 2}.

Multi-edges, as it is shown in Figure 2.2(b), are different edges connecting the same

pair of vertices (i.e., e and e′ are multi-edges if e 6= e′ and φG(e) = φG(e′) = {u, v} such that



Chapter 2. Basic Concepts 12

u, v ∈ VG, u 6= v). A loop, as it can be seen in Figure 2.2(c), is an edge connecting a vertex to

itself (i.e., when φG(e) = {u} since φG(e) = {u, v} with v = u; in a loop |φG(e)| = 1). Then,

a multi-graph is a graph where more than one edge between a pair of vertices (multi-edges)

is allowed, including loops (edges connecting a vertex to itself). In Figure 2.2(d), an example

of a multi-graph is shown, where there are multi-edges connecting the vertices A and B, and

the vertex C contains a loop. Then, the concepts of simple-graph and multi-graph are defined

as follows:

Definition 2.2 (Simple-graph and multi-graph). A graph G is a simple-graph if it has no loops and

no multi-edges; otherwise, G is a multi-graph.

2.2 Graph Similarity

In exact graph mining, graph matching is performed by means of graph isomorphism. For

both, simple-graphs and multi-graphs, isomorphism and sub-isomorphism between two graphs

are defined as follows:

Definition 2.3 (Isomorphism and sub-isomorphism). Given two graphs G1 =

(VG1 , EG1 , φG1 , IG1 , JG1) and G2 = (VG2 , EG2 , φG2 , IG2 , JG2), the pair of functions (f, g) is

an isomorphism between these graphs iff f : VG1 → VG2 and g : EG1 → EG2 are bijective functions,

such that:

• ∀u ∈ VG1 : f(u) ∈ VG2 and IG1(u) = IG2(f(u))

• ∀e1 ∈ EG1 , where φG1(e1) = {u, v}: e2 = g(e1) ∈ EG2 , and φG2(e2) = {f(u), f(v)} and

JG1(e1) = JG2(e2).

• ∀e1 ∈ EG1 , where φG1(e1) = {v}: e2 = g(e1) ∈ EG2 , and φG2(e2) = {f(v)} and JG1(e1) =

JG2(e2).

If there is an isomorphism between G1 and G2, then we say that G1 and G2 are isomorphic. Besides,
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if G1 is isomorphic to a subgraph of G2, then there is a sub-isomorphism between G1 and G2; in this

case we say that G1 and G2 are sub-isomorphic (see Figure 2.3).
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. .

1
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(a) A multi-graph G1.
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(b) A multi-graph G2.
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C
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0

1

.
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(c) A simple-graph G3.
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B

C 2

0

.

.

. .1

2

(d) A multi-graph G4.

Figure 2.3: Example of three multi-graphs and a simple-graph, where there is an isomorphism be-
tween G1 and G2, and G3 and G4 are sub-isomorphic to both G1 and G2.

Exact graph mining algorithms use isomorphism (see Definition 2.3) between graphs

for graph matching. However, sometimes graph databases contain noise, and the graphs

have small variations in vertices, edges and labels. For this reason, in order to deal with these

variations, certain flexibility at the graph matching is required. Approximate graph matching

allows identifying patterns that could be missed by using exact graph matching (Cook and

Holder, 1994; Jia et al., 2009; Morales-González et al., 2014; Flores-Garrido et al., 2015).

We are interested in graph mining based on approximate graph matching, where ap-

proximate graph matching consists in identifying graphs that are similar but not identical.

Several proposals for computing approximate graph matching have been reported, such as:

edit distance (Holder et al., 1992; Flores-Garrido et al., 2015; Gao et al., 2015), homeomor-

phism (Xiao et al., 2007, 2008), label substitutions (Jia et al., 2009, 2011; Acosta-Mendoza

et al., 2012a), among others (Zhang et al., 2007; Zhang and Yang, 2008; Zou et al., 2010a,b;

Li et al., 2012). From these proposals, the edit distance is the most used, which is defined as

follows:

Definition 2.4 (Similarity between two graphs based on the edit distance). Let G1 and G2 be two

labeled multi-graphs, the edit distance between G1 and G2, denoted as d(G1, G2), is the minimum

number of edit operations (i.e., insertion, deletion, and vertex or edge substitution) needed to trans-
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form G1 into G2.
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(a) Example of 6 edit operations for transforming G1 into G2, where two edges are deleted, a vertex is substituted, and a
vertex and two edges are inserted.
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(b) Example of 11 edit operations for transforming G1 into G2, where three edges are deleted, a vertex and three edges are
substituted, and a vertex and three edges are inserted.

Figure 2.4: Example of two different edit operation sequences for transforming a graph G1 into
another one G2: (a) a sequence of 6 edit operations and (b) a sequence of 11 edit operations.

An example of the edit distance is shown in Figure 2.4, supposing that the two se-

quences of edit operations illustrated in Figures 2.4(a-b) are the only two possible ways for
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transforming G1 into G2. The edit distance between G1 and G2, according to Definition 2.4,

is the number of edit operations in the sequence shown in Figure 2.4(a), i.e., d(G1, G2) = 6;

while in Figure 2.4(b), d(G1, G2) = 11 since eleven edit operations are needed for transforming

G1 into G2. Notice that the graphs G2 in both Figures 2.4(a-b) are isomorphic.

As we can see in Figure 2.4, by using the edit distance it is possible to evaluate the

similarity between two graphs (G1 and G2) which have different numbers of vertices and edges,

as well as different vertex and edge labels. In this way, variations in vertex and edges labels

(i.e., substitution of vertices and edges), as well as variations in the graph structure (i.e.,

deletion and insertion of vertices and edges) can be allowed in the graph matching process.

However, allowing these variations highly increases the computational cost of the algorithms

for mining frequent subgraphs. This happens because allowing label substitutions combined

with allowing variations in the graph structure produces a combinatorial explosion of the

number of candidate subgraphs. For this reason, in this Ph.D. research, only variations in

vertex and edge labels will be allowed but preserving the graph structure. In this scenario, a

similarity function that allows performing approximate comparisons between labeled graphs

but preserving the structure is required. Therefore, the following definition is introduced.

Definition 2.5 (Similarity between labeled graphs preserving the structure). Let G1 and G2 be two

labeled multi-graphs, where VG1 ,EG1 , VG2 , andEG2 are their sets of vertices and edges, respectively.

The similarity between G1 and G2, preserving the graph structure, is defined as:

sim(G1, G2) =


max

(f,g)∈Υ(G1,G2)
Θ(f,g)(G1, G2) if Υ(G1, G2) 6= ∅

0 otherwise

(2.1)

where Υ(G1, G2) is the set of all possible (can be more than one) isomorphisms between G1 and G2

without taking into account the labels, and Θ(f,g)(G1, G2) is a similarity function for comparing the

label information between G1 and G2, according to the isomorphism (f, g).

The similarity function Θ(f,g) can be defined through different operations in vertex and

edge labels, for example: Θ(f,g) may be defined as the product of the label similarity values.
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In this way, by using this Θ(f,g), considering the two multi-graphs (G1 and G2) illustrated

in Figure 2.5, and supposing that the labels A, C, and 1 can replace the labels C, B, and

2 with a similarity of 0.7, 0.6, and 0.8 respectively; if we apply a similarity based on exact

matching then G1 and G2 are not similar; while applying a similarity based on approximate

matching as the one defined above (see Definition 2.5, computing Θ(f,g) as the product of the

label similarity values) G1 and G2 are similar with sim(G2, G1) = 0.7 ∗ 0.6 ∗ 0.8 = 0.336.

B

C

0 1

1

2 C

A

0 1

1

1

. .

0.8

0.6

0.7

G
2

G1

Figure 2.5: Example of the graph matching between two multi-graphs G1 and G2, where the label 2
can be replaced by the label 1 with a similarity of 0.8, the label B can be replaced by the label C with
a similarity of 0.6 and the label C can be replaced by the label A with a similarity of 0.7.

As can be seen from Definition 2.6, by using sim(G1, G2) in the isomorphism and sub-

isomorphism between two multi-graphs, we can allow some variations handled by a similarity

threshold. In this way, the approximate isomorphism and approximate sub-isomorphism can

be defined.

Definition 2.6 (Approximate isomorphism and approximate sub-isomorphism). LetG1,G2 andG3 be

three labeled multi-graphs, let sim(G1, G2) be a similarity function, preserving the graph structure,

and let τ ∈ [0, 1] be a similarity threshold, there is an approximate isomorphism between G1 and

G2 if sim(G1, G2) ≥ τ . Also, if there is an approximate isomorphism between G1 and G2, and G2

is a subgraph of G3, then there is an approximate sub-isomorphism between G1 and G3, denoted as

G1 ⊆A G3.

In Figures 2.5 and 2.6, two different ways for computing the approximate similarity

between the same pair of multi-graphs (G1 and G2) is illustrated. Supposing that τ =



Chapter 2. Basic Concepts 17

B

C

0 1

1

2 C

A

0 1

1

1

. .

0.8

0.6

G
2

G1

Figure 2.6: Example of the graph matching between two multi-graphs G1 and G2, where the label 2
can be replaced by the label 1 with a similarity of 0.8 and the label B can be replaced by the label A
with a similarity of 0.6.

0.3 and Θ(f,g) is the same as for the previous example, both similarities sim(G2, G1) =

0.336 (see Figure 2.5) and sim2(G2, G1) = 0.8 ∗ 0.6 = 0.48 (see Figure 2.6) fulfill with the

similarity threshold τ . Therefore, according to Definition 2.6, these similarities can be used

for computing two different approximate isomorphisms between G1 and G2. As we can notice,

between two multi-graphs, more than one approximate similarity with different values can be

computed. Thus, in order to have only one similarity value between two graphs, the following

definition is used.

Definition 2.7 (Maximum inclusion degree). Let G1 and G2 be two labeled multi-graphs, let

sim(G1, G2) be a similarity function, preserving the graph structure; the maximum inclusion de-

gree of G1 in G2 is defined as:

maxID(G1, G2) = max
G⊆G2

sim(G1, G), (2.2)

where maxID(G1, G2) means the maximum value of similarity at comparing G1 with all of the

subgraphs of G2.

Returning to the previous example (see Figures 2.5 and 2.6), supposing that these

figures show all possible graph matching for computing similarities between G1 and G2, the
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maximum inclusion degree is 0.48 because it is the maximum value of similarity at comparing

G2 with all of the subgraphs of G1.

2.3 Approximate Subgraph Mining

For mining the FASs in our approximate approach, the approximate support of a subgraph

in a multi-graph collection is defined as follows.

Definition 2.8 (Approximate support). Let D = {G1, . . . , G|D|} be a multi-graph collection, let

sim(G1, G2) be a similarity function among graphs, let τ be a similarity threshold, and let G be

a labeled multi-graph. Thus, the approximate support (denoted by appSupp) of G in D is obtained

through Equation (2.3):

appSupp(G,D) =

∑
Gi∈D,G⊆AGi

maxID(G,Gi)

|D|
(2.3)

By using Equation (2.3), frequent approximate subgraphs can be defined as in the next

definition.

Definition 2.9 (Frequent approximate subgraph (FAS)). Let D be a multi-graph collection, let G be

a multi-graph and let minsupp be a support threshold, G is a frequent approximate subgraph in D

iff appSupp(G,D) ≥ minsupp.

It is important to highlight that minsupp must take values in the interval [0, 1] since

appSupp(G,D) only gets values in the interval [0, 1].

Taking into account the FAS definition, frequent approximate subgraph mining in a

multi-graph collection consists in, given a support threshold, a similarity function between

multi-graphs, and a similarity threshold, computing all the FASs in the multi-graph collection.

When all the FASs of a graph collection are mined, usually a large number of FASs

is obtained. For this reason, some kinds of representative FASs have been proposed. Two
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of these types of representative FASs, which allow to recompute the whole set of FASs, are

maximal and closed FASs. A maximal FAS in a multi-graph collection is a FAS that is not

sub-isomorphic to any other FAS, while a closed FAS in a multi-graph collection is a FAS

that is not sub-isomorphic to any other FAS with the same approximate support. Another

kind of representative FAS is clique FAS, which is a FAS where every vertex is connected to

every other vertex.

The problem addressed in this Ph.D. research is representative FAS mining in multi-

graph collections, which consists in, given a support threshold, a similarity function between

multi-graphs and a similarity threshold, computing all the representative (maximal, closed or

clique) FASs in a multi-graph collection.

2.4 Summary

In this chapter, some definitions and concepts to support the proposals of this research were

provided. Starting with the labeled graph concept, we were able to differentiate simple-graphs

from multi-graphs. Later, isomorphism and sub-isomorphism were defined for introducing the

similarity between labeled graphs. This similarity concept is used as the basis for defining

approximate isomorphism and approximate sub-isomorphism, which were used for defining

the approximate support. Based on the approximate support, we introduce the concepts of

Frequent Approximate Subgraph (FAS) and FAS mining. Finally, the concepts of maximal,

closed and clique FASs were introduced for defining the representative FAS mining problem.



CHAPTER 3
RELATED WORK

In this chapter, for contextualizing the research problem at which this Ph.D. thesis is directed,

we first review the most relevant algorithms for mining frequent subgraphs in graph databases.

We separate these algorithms into those that work with a single graph and those that work

with graph collections. We are interested in the latter kind of algorithms. Next, according to

the used graph matching strategy, we separate the algorithms for mining frequent subgraphs

in graph collections as exact and approximate algorithms. Also, this research is focused on

the latter kind of algorithms. Then, the main Frequent Approximate Subgraph (FAS) mining

algorithms, as well as those for mining representative FAS are reviewed. Finally, the only

algorithm proposed for mining FASs in graph collections, which allows variations in vertex and

edge labels but keeping the graph structure, will be described in detail since the algorithms

developed in this Ph.D. research are based on this algorithm.

This chapter is structured as follows. In Section 3.1, we describe the main reported

frequent subgraph mining algorithms reported in the literature. In Section 3.2, the algorithm

most related to our research is detailed. Finally, a summary of this chapter is presented in

Section 3.3.

3.1 Frequent Subgraph Mining

Many algorithms for mining frequent subgraphs have been developed to work on data rep-

resented as a single graph (Holder et al., 1992; Cook and Holder, 1994; Ketkar, 2005; Chen

et al., 2007; Thomas et al., 2010; Zou et al., 2010b; Li et al., 2012; Zou et al., 2010a; Elseidy

et al., 2014; Flores-Garrido et al., 2014, 2015; Abdelhamid et al., 2016; Hao et al., 2016;

Moussaoui et al., 2016), and graph collections (Yan and Han, 2002, 2003; Huan et al., 2004;

20
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Gago-Alonso et al., 2010b; Acosta-Mendoza et al., 2012a; Chen et al., 2012; Gao et al., 2015;

Li and Wang, 2015; El Islem Karabadji et al., 2016; Alam et al., 2017). In this Ph.D. thesis,

we are focused on algorithms for mining frequent subgraphs in graph collections, therefore

we will refer only to this kind of algorithms.

Several algorithms for mining frequent subgraphs in graph collections have been pro-

posed (Inokuchi et al., 2002; Kuramochi and Karypis, 2002; Borgelt, 2002; Huan et al., 2003;

Thomas et al., 2009; Gago-Alonso et al., 2010b). These algorithms mine frequent subgraphs

using breadth-first search by growing the subgraphs one vertex or one edge at a time. However,

these algorithms are computationally expensive due to the process of generating candidate

subgraphs, and verifying the frequency. In order to avoid this overhead, other algorithms

based on the depth-first search (pattern-growth) have been developed (Yan and Han, 2002;

Wang et al., 2004; Nijssen and Kok, 2004; Zhu et al., 2007; Gago-Alonso et al., 2008, 2010a;

Gago-Alonso, 2015; El Islem Karabadji et al., 2016; Alam et al., 2017). These algorithms

extend a frequent subgraph by adding a new edge in every possible position. However, a

problem with this candidate generation process is that the same subgraph can be obtained

many times (i.e., duplicate graph candidates). Thus, to reduce the generation of duplicate

graphs, each frequent subgraph is extended as conservatively as possible.

The aforementioned algorithms were designed for mining frequent subgraphs using exact

graph matching. However, in many real-world applications it is common for data to have

some variations, which means that exact matching cannot be successfully applied (Holder

et al., 1992; Chen et al., 2008; Acosta-Mendoza et al., 2012a; Li et al., 2012; Elseidy et al.,

2014; Flores-Garrido et al., 2015; Gao et al., 2015; Li and Wang, 2015; Moussaoui et al.,

2016). Therefore, it is important to allow certain level of variability, for example variations

in vertex and edge labels, and mismatching in vertices and edges. For this reason, in the

context of graph mining, it is necessary to evaluate the similarity between graphs considering

approximate graph matching (Conte et al., 2004; Gao et al., 2010; Santhi and Padmaja, 2015;

Emmert-Streib et al., 2016). In this way, several algorithms based on approximate graph

matching have been developed for mining FASs (González et al., 2001; Song and Chen, 2006;
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Xiao et al., 2008; Jia et al., 2011; Acosta-Mendoza et al., 2012a,b; Morales-González et al.,

2014; Gao et al., 2015; Li and Wang, 2015; Wu et al., 2017). Different approximate graph

matching approaches have been used as basis for frequent subgraph mining algorithms, for

example: edit distance (González et al., 2001; Song and Chen, 2006; Gao et al., 2015; Li and

Wang, 2015), vertex/edge disjoint homeomorphism (Xiao et al., 2008), uncertain graphs (Han

et al., 2010; Wang and Li, 2013; Liu et al., 2014; Hu et al., 2015; Santhi and Padmaja, 2015;

Wu et al., 2017), and allowing only variations in labels (Jia et al., 2011; Acosta-Mendoza

et al., 2012a). In Figure 3.1, we show a time line with the most important contributions in

exact and approximate frequent subgraph mining.

In the edit distance approach, different heuristics based on edit operations have been

used for comparing graphs in order to mine FASs in graph collections (González et al., 2001;

Song and Chen, 2006; Zhang et al., 2007; Zhang and Yang, 2008; Gao et al., 2015; Li and

Wang, 2015). However, it is common that FAS miners based on the edit distance do not mine

all FASs, as it is the case of SUBDUECL (González et al., 2001) and FASMGED (Gao et al.,

2015). Only a few FAS miners, for example CSMiner (Xiao et al., 2007, 2008), RAM (Zhang

et al., 2007; Zhang and Yang, 2008) and REAFUM (Li and Wang, 2015), mine all FASs

allowing variations in the graph structure.

We will focus on algorithms for mining FASs in multi-graph collections that allow

variations in vertex and edge labels, keeping the graph structure. We are focused on this

kind of algorithms for avoiding the combinatorial explosion of the number of candidates and

their occurrences obtained when label substitutions and variations in the graph structure

are combined in the mining process. However, from the algorithms reported, only VEAM

(Acosta-Mendoza et al., 2012a,b) allows variations in both vertex and edge labels but keeping

the graph structure.

Another interesting research line is the development of algorithms for mining represen-

tative FASs. This research line has been little studied where only RNGV (Song and Chen,

2006) for mining closed FASs, and APGM (Jia et al., 2009, 2011) that mines clique FASs have
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been reported. These algorithms mine representative FASs directly from simple-graph collec-

tions. However, none of them allows variations in both vertex and edge labels maintaining

the graph structure.

As we can see, there are no representative FAS miners that allow variations in vertex and

edge labels, keeping the graph structure. Only VEAM, which mines all the FASs in simple-

graph collections, allows this kind of variations but just in simple-graph collections. Thus,

in this work, VEAM will be used as basis for developing algorithms that mine representative

FASs in multi-graph collections. For this reason, in the next section, the VEAM algorithm

will be described.

3.2 VEAM

The VEAM (Vertex and Edge Approximate graph Miner) algorithm (Acosta-Mendoza et al.,

2012a,b) mines all FASs in a simple-graph collection allowing variations in vertex and edge

labels, keeping the graph structure. For allowing these variations, VEAM uses substitution

matrices, which contain the probability of a label to be replaced by another one (see Defini-

tion 3.1).

Definition 3.1 (Substitution matrix). A substitution matrixM = (mi,j) is an |L|× |L| matrix indexed

by a label set L, where mi,i > mi,j ,∀j 6= i. An entry mi,j (0 ≤ mi,j ≤ 1,
∑
jmi,j = 1) in M

contains the probability of the label i to be replaced by the label j.

It is important to highlight that a substitution matrix can be non-symmetric because

it is possible that a label v can replace another label w but the label w cannot replace the

label v.

In VEAM, two substitution matrices are used: one for edge labels (ME) and another

one for vertex labels (MV ). Based on these matrices, the similarity function between graphs

used by VEAM is defined as follows.
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Definition 3.2 (Similarity function Θ(f,g) based on substitution matrices). Let G1 and G2 be two

graphs, and letMV andME be two substitution matrices in LV and LE , respectively. The similarity

function is defined as:

Θ(f,g)(G1, G2) =
∏

v∈VG1

MVIG1
(v),IG2

(f(v))

MVIG1
(v),IG1

(v)
∗

∏
e∈EG1

MEJG1
(e),JG2

(g(e))

MEJG1
(e),JG1

(e)
(3.1)

where (f, g) is the isomorphism between G1 and G2, MVIG1
(v),IG2

(f(v)) and MVIG1
(v),IG1

(v) are

the cells MVi,j and MVi,i respectively of the vertex substitution matrix with i = IG1(v) and j =

IG2(f(v)), andMEJG1
(e),JG2

(g(e)) andMEJG1
(e),JG1

(e) are the cellsMEq,r andMEq,q respectively

of the edge substitution matrix with q = JG1(e) and r = JG2(g(e)). Notice that, as the function Θ(f,g)

is based on substitution matrices and these matrices are non-symmetric, then this similarity function

is non-symmetric.

Using Definition 3.2 the occurrences (see Definition 3.3) of each FAS into the graph

collection can be computed.

Definition 3.3 (Occurrence). LetG1, G2 and T be three graphs, where T is a subgraph ofG2, and let

sim(G1, T ) a similarity function according to Definition 2.5, using Θ(f,g) as in Definition 3.2, then

T is an occurrence of G1 in G2, using a similarity threshold τ , if sim(G1, T ) ≥ τ .

Based on the definitions 3.2 and 3.3, VEAM computes and stores all the occurrences

of each subgraph candidate Pj in a simple-graph collection D. Then, taking into account

the occurrences of Pj , only the subset of simple-graphs Dj ⊆ D, where Pj has at least one

occurrence, is traversed for growing Pj . VEAM reduces the search space to Dj because a

FASs only can be grown in a simple-graph where it has occurrences.

In VEAM, adjacency matrices for representing each simple-graph of a collection are

used. Notice that, since the adjacency matrix of an undirected simple-graph is symmetric,

only the lower or upper triangular adjacency matrices are needed for representing simple-

graphs.
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Definition 3.4 (Adjacency matrix of a labeled simple-graph). Let vi, vj ∈ VG be two arbitrary vertices

of a given simple-graph G, the adjacency matrix M = (mi,j)|VG|×|VG| for G is defined by:

mi,j =


IG(vi) if i = j

JG(e) if i 6= j, e ∈ EG, φG(e) = {vi, vj}

− otherwise

(3.2)

The symbol “−” is used for representing the edge label absence.

In order to simplify the graph representation based on adjacency matrices, an adjacency

matrix code (a sequence of labels) for each matrix can be built (Kuramochi and Karypis, 2002;

Gago-Alonso et al., 2010b). This code is built concatenating lower (upper) rows of a triangular

adjacency matrix. Equation (3.3) is used for obtaining the code of an adjacency matrix M of

a graph with n vertices.

code(M) = m1,1m2,1m2,2m3,1m3,2m3,3 . . .mn,n (3.3)

A simple-graph G may have more than one adjacency matrix code, according to each

permutation of the vertices into the matrix. Then, for achieving a unique representation for

isomorphic graphs, the canonical adjacency matrix (CAM) code is defined as follows.

Definition 3.5 (Canonical adjacency matrix of a labeled simple-graph). The canonical adjacency

matrix (CAM) of a graph G is the adjacency matrix of G that has the maximal (minimal) code (i.e.,

CAM code) among all its possible codes.

The process to compute the minimal (maximal) CAM code is computationally expen-

sive. Then, for speeding up this process, an alternative was proposed in (Kuramochi and

Karypis, 2002). In this alternative, as it is illustrated in Figure 3.2, the vertex label set, as

well as the degree-based order are used as vertex invariants1. Using these vertex invariants,

1Vertex invariants are properties useful for keeping the same vertex ordering in different isomorphism mappings (Read
and Corneil, 1977; Kuramochi and Karypis, 2002).
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all vertices of a graph can be partitioned into equivalence classes, where vertices of the same

class have equivalent vertex invariant values. This criterion allows only performing permuta-

tions of the vertices into the same equivalence partition instead of performing permutations

into the whole set of vertices (see Figure 3.2(c)). This can be done because two isomorphic

graphs will lead to the same partitioning of the vertices and therefore the same canonical code

is computed from them. This alternative, for computing the canonical code of simple-graphs,

in most cases, reports a considerable reduction of permutations between vertices (Kuramochi

and Karypis, 2002). Therefore, VEAM uses the CAM proposed in (Kuramochi and Karypis,

2002) for representing the FAS candidates. An example of how VEAM computes the CAM

code of a simple-graph G is illustrated in Figure 3.2. In this example, only thee permutations

between the cells of the starting adjacency matrix are performed for obtaining the CAM code

of G; instead of the 6! permutations required if no equivalence classes were used.

A

B

1

G

2C

1

A

B

A

2

2

2

2
3

1

A

2 B

2 - B

1 - - C

2 2 2 1 A

- - 3 - 1 A

C

- B

- - B

1 2 2 A

1 2 2 2 A

- 3 - 1 - A

CAM code: C,-,B,-,-,B,1,2,2,A,1,2,2,2,A,-,3,-,1,-,A

C

- B

- - B

1 2 2 A

1 2 2 2 A

- - 3 - 1 A

Figure 3.2: Adjacency matrices for a simple-graph G, where its CAM code is obtained from the
matrix (c), which is the CAM of G according to the alternative proposed in (Kuramochi and Karypis,
2002).

The VEAM algorithm (Acosta-Mendoza et al., 2012a,b) starts mining all frequent ap-

proximate single-vertex subgraphs. Then, following a Depth-First Search (DFS) approach,

each frequent single-vertex is extended by recursively adding a single-edge at a time.

In the recursive pattern-growth step of VEAM, all children of each FAS G, which

satisfy the similarity constraint using Definition 3.2, are computed; each child of G is a

candidate graph. As the same subgraph can be obtained from different candidate graphs,
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an isomorphism test over each computed candidate should be performed. For speeding up

these isomorphism tests, each FAS is represented by a canonical form based on adjacency

matrices (CAM). By comparing the CAMs of the subgraphs, the isomorphic candidates (i.e.,

duplicate candidates) are identified and their occurrences are assigned to only one of them.

These comparisons between CAMs allow us to eliminate duplicities in the candidate set. Once

the candidate set is computed, only those frequent candidates, which were not identified in

previous steps, are stored as FASs in the collection. The stop condition in the recursion is

supported by the downward closure property, which ensures that a non-frequent subgraph

will just produce non-frequent children.

3.3 Summary

In this chapter, we have reviewed the main algorithms for frequent subgraph mining, specially

those algorithms for mining FASs in graph collections. We focused on the VEAM algorithm

because it allows variations in vertex and edge labels keeping the graph structure, which

constitutes the research line of this research.

As it can be seen from our state-of-the-art review, there is no FAS mining algorithm

designed for working on multi-graph collections. However, as we mentioned in the intro-

duction, there are real-world applications using multi-graphs for modeling the objects under

study. Then, in these applications, it would be useful to apply algorithms for mining FAS in

multi-graphs collections.

On the other hand, aiming at reducing the number of mined FASs, some FAS miners

have been proposed for mining representative FASs, as RNGV and APGM. However, as it

was mentioned, RNGV allow variations in graph structure, which is too computationally

expensive; while APGM maintains the graph structure but it does not allow variations in

both vertex and edge labels. Thus, to the best of our knowledge, there is no FAS miner,

which only allows variations in vertex and edge labels, that mines representative FASs in
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multi-graph collections.

In the next chapter, we present a variant based on graph transformations for mining

FAS over multi-graph collections.



CHAPTER 4
MULTI-GRAPH PATTERN MINING

BASED ON GRAPH TRANSFORMATIONS

To the best of our knowledge, there is not a Frequent Approximate Subgraph (FAS) mining

algorithm designed for working with multi-graphs. However, several researchers have focused

their efforts on developing algorithms for mining FASs in simple-graph collections. Thus, we

propose a solution for mining FASs in multi-graph collections taking advantage of these efforts.

Our solution consists in transforming a multi-graph collection into a simple-graph collection,

mining FASs from the simple-graph collection by applying a FAS miner, and transforming

the FASs into multi-graphs. Following this idea, we propose a method, called allEdges,

(see Section 4.1) based on graph transformations that allows mining all FASs from a multi-

graph collection. allEdges comprises: (1) M2Simple1 transformation algorithm, (2) a FAS

mining algorithm, and (3) S2Multi transformation back algorithm. By applying this method,

we can mine all FASs from a multi-graph collection, but the graph transformation process

increases the size of the graphs in the collections, which increases the computational cost of

the mining process. Thus, with the aim of reducing this computational cost, we propose an

alternative method, called onlyMulti, (see Section 4.2), which is faster than allEdges but only

mines a subset of FASs from a multi-graph collection. This alternative method comprises:

(1) M2Simple2 transformation algorithm, which transforms multi-graphs into simple-graphs

differently than allEdges, (2) a FAS mining algorithm, and (3) S2Multi transformation back

algorithm.

30
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4.1 Mining All FASs from a Multi-graph Collection

In this section, for introducing our proposed allEdges method based on graph transformations,

we present the M2Simple1 transformation algorithm and the S2Multi transformation back

algorithm. The M2Simple1 algorithm allows transforming each multi-graph into a simple-

graph, and S2Multi performs a transformation back for returning a simple-graph FAS to a

multi-graph context.

allEdges, as it is demonstrated in Appendix B, allows mining all FASs from a multi-

graph collection. The main idea of allEdges consists in transforming each loop and non-loop

edge (simple-edge or multi-edge) of a multi-graph collection into a new simple-edge and two

new simple-edges, respectively. Notice that, during the mining process, a multi-edge can have

occurrences on a simple-edge and vice versa. Thus, all edges (simple-edges or multi-edges)

are transformed to guarantee the complete occurrence count, allowing to identify all FASs

on a multi-graph collection. In this way, all edges are transformed into simple-edges without

losing information of multi-graphs. Once the multi-graph collection has been transformed into

a simple-graph one, we can apply any traditional FAS miner (i.e., APGM (Jia et al., 2011),

VEAM (Acosta-Mendoza et al., 2012a) and REAFUM (Li and Wang, 2015), among others)

for mining FASs, taking advantage of the large number of reported FAS mining algorithms.

Later, all identified FASs are transformed, through a reverse process, into multi-graphs.

In summary, allEdges comprises three steps: (1) a multi-graph collection is transformed

into a simple-graph collection (using M2Simple1), (2) the FASs are mined from this simple-

graph collection by applying a traditional FAS miner, and (3) the mined FASs are transformed

into multi-graphs for obtaining the FASs of the multi-graph collection (using S2Multi).

In the first step of M2Simple1, all the edges of each multi-graph in the collection are

visited; identifying the loops and non-loop edges (multi-edges and simple-edges). Each loop

of a multi-graph G′ that connects a vertex v ∈ VG′ is replaced by a new vertex w with a

special label (k) and a simple-edge with the label of the loop, connecting v to w. This process
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is shown in Figure 4.1 where each loop in G′ is turned into a simple-edge in G. The special

label k cannot be used as label in the multi-graph collection and during the mining process

it cannot be replaced by any other label, except by itself; in this way, a loop will only match

with other loops.

G’ G

A

B

1

2

0

A

B

1

2

0

k

k

Figure 4.1: Example of the transformation of a multi-graph (G′) with two loops into a simple-graph
(G) using M2Simple1.

Each non-loop edge (i.e., a multi-edge or a simple-edge) e in G′, with φG′(e) = {u, v}

and u 6= v, is transformed into a new vertex w with a special label (p) and two edges (e1 and

e2) both with the label of e; connecting u and v, respectively, to w. This process is shown in

Figure 4.2, where the simple-graph G is obtained from the multi-graph G′ by transforming

each non-loop edge in G′ into two simple-edges in G. The special label p, in the same way

as k, cannot be used as label in the multi-graph collection and during the mining process it

cannot be replaced by any other label, except by itself; in this way, a non-loop edge will only

match with other non-loop edges.

Following the ideas above described, by traversing the edges of a given multi-graph G′,

we can transform them into new vertices and simple-edges, obtaining a simple-graph. The

computational complexity of this transformation process is O(m), where m is the number of

the edges of G′; since transforming a single edge is O(1). When this transformation process

is applied over a multi-graph collection D′ the complexity is O(qd), where q is the average

number of the edges in the graphs of D′ and d is the number of multi-graphs of D′.

Once a multi-graph collection D′ has been transformed into a simple-graph collection
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Figure 4.2: Example of the transformation of a multi-graph (G′) with three multi-edges into a simple-
graph (G).

D, a FAS miner can be applied for mining all FASs from D. In order to obtain the FASs of

D′, the mined FASs (simple-graphs) must be transformed back into multi-graphs. For doing

that, a transformation process is required.

For transforming a FAS G (a simple-graph) into a multi-graph G′, each edge e ∈ EG

with φG(e) = {u, v} that has a vertex v with label k is transformed into a loop φG′(e
′) = {u}

keeping the label of e. Each pair of edges e1 and e2 with φG(e1) = {u,w} and φG(e2) = {v, w}

that have a common vertex w with label p are replaced by an edge e′ with φG′(e
′) = {u, v}

keeping the label of e1 and e2, which have the same label.

Following the aforementioned idea, by traversing all edges of a FAS G (a simple-graph)

and replacing those edges that contain vertices with label p or k by multi-edges or loops,

respectively, we can transform a simple-graph FAS into a multi-graph FAS. However, there

are two cases where a simple-graph FAS should not be returned to a multi-graph. The first

one is when a FAS is just a vertex with one of the special labels k or p, because this kind of

vertices are produced by our transformation method but they are not part of the multi-graphs.

The second case is when a vertex with the special label p is not connected with exactly two

vertices, because the transformation process inserts this kind of vertices for replacing a multi-

edge between a pair of vertices; therefore, if one of the connections is missing, the multi-edge

cannot be rebuilt. An example of this last kind of FASs that cannot be returned to multi-
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graphs is shown in Figure 4.3, where G1 and G2 have special vertices with label p that are

not connected with two vertices. When a FAS does not contain any of these two cases, we

say that it is returnable.

A

p

2

A

p

2

B

2

p

2

p

A

2

B

2

A

2 p

G1 G2

Figure 4.3: Example of two simple-graph FASs, G1 and G2, which cannot be returned into multi-
graphs.

With the aim of identifying the FASs from the multi-graph collection, we introduce some

conditions that the mined simple-graph FASs must fulfill for being returned to a multi-graph

(see Definition 4.1).

Definition 4.1 (Returnable graph). Let k and p be the special labels used for representing loops and

multi-edges, respectively. A simple-graph G is returnable to a multi-graph if it fulfills the following

conditions:

1. Each vertex v ∈ VG with IG(v) = p has exactly two incident edges e1 and e2, such that

JG(e1) = JG(e2)

2. Each vertex v ∈ VG with IG(v) = k has exactly one incident edge.

In Figure 4.4, an example of the transformation process performed by our proposed

method for mining all FASs from a multi-graph collection is illustrated. As we can see in

this figure, the multi-graph collection D′ = {G′1, G′2, G′3} is transformed into the simple-graph

collection D = {G1, G2, G3}. We called M2Simple1 to this transformation process. Next,

by applying a FAS miner over the simple-graph collection D, all FASs are mined. Then,



Chapter 4. Multi-Graph Pattern Mining Based on Graph Transformations 35

G’1

A

B

1

3

FAS miner

B

A

B

FAS 1

A

FAS 2
S2Multi

C

1

G’2

A

B

2 2

A

B

1 22

3

G’3

k

pB

3

k

B

3

k

1

A

p

1

B

1

p

B

2

p

A

p

1

A

p

2

A

2

p

2

p

B

2

p

2

p

A

B

2

p

2

B

3

k

1

pA

B

1

p

1

B

2

p

2

p

A

2

2

B

p

2

p

A

2

2

B

2

p

2

p

A

2
A

B

2

FAS 3

B

3

FAS 4

A

B

2 2

FAS 5

A

1

FAS 7

B

3

A

B

1

FAS 6

M2Simple1

A

B

1

3

k

p

1

G 1 G 2

C

1

p

1

A

B

2

p

2

2

p

2

G 3

A

B

1

p

1

2

p

2

2

p

2

3

k

D’ = { }

D = { }

, ,

, ,

All the simple-graph FASs computed from D
All the multi-graph

FASs

Figure 4.4: Example of FASs mined by using the proposed method for mining all the FASs from a
multi-graph collection D′ = {G′1, G′2, G′3} using the support threshold minsup = 2/3.

each computed FAS, which is a simple-graph, is transformed into a multi-graph. We called

S2Multi to this last transformation process. In fact, as we can see in Figure 4.4, the FASs not

in the dashed square, obtained by applying a FAS miner, are returnable since the conditions

of Definition 4.1 are fulfilled; while the FASs inside the dashed square cannot be transformed

to multi-graphs because they do not represent subgraphs of the multi-graph collection. In

this way, as we demonstrate in Appendix B, all multi-graph FASs can be mined by applying

allEdges method.

The process of transforming a simple-graph FAS into a multi-graph (S2Multi) has a

computational complexity O(r), where r is the number of edges of the input FAS. When this

process is applied over a FAS set C, it has a computational complexity O(sc), where c is the

number of FASs in C and s is the average number of edges in the FASs of C.
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Summarizing, the proposed method for mining all the FASs from a multi-graph collec-

tion uses M2Simple1 for transforming the multi-graph collection into a simple-graph collec-

tion, and the FASs obtained by applying a FAS miner over the simple-graph collection are

transformed back to multi-graphs by using S2Multi.

4.2 Mining a Subset of FASs from a Multi-graph Collection

In Section 4.1, we introduced a method that allows applying traditional FAS miners for

mining all FASs from multi-graph collections. However, the process of transforming every

edge into two simple-edges increases the size of the graphs in the collection and, therefore,

the computational cost of the mining process. Thus, in this section, we propose an alternative

method, which does not transform all edges, but not always is able to mine all FASs from

a multi-graph collection (called onlyMulti). The difference between onlyMulti and allEdges

is the way each one transforms a multi-graph into a simple-graph. Thus, in this section, we

introduce the M2Simple2 algorithm, which is embedded into onlyMulti, for transforming

multi-graphs into simple-graphs.

This method consists in only transforming loops and multi-edges, while simple-edges

are kept without changes. Following this alternative, the process for transforming a multi-

graph G′ into a simple-graph G consists in replacing each loop and each multi-edge by new

vertices and simple-edges in the same way as in allEdges. Notice that, in this case, the simple-

edges are kept without change. In this way, simple-edges are not used as occurrences for the

multi-edges and vice versa; thus, simple-edges cannot be used for computing the support of

multi-edges and vice versa. Therefore, in this transformation method, the frequency of both

multi-edges and simple-edges would be reduced; resulting in fewer FASs than those mined by

allEdges. An example of this reduction will be presented, at the end of this section.

An example of how a multi-graph is transformed into a simple-graph is shown in

Figure 4.5, where each loop in G′ is transformed into a new vertex and a simple-edge in
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G, and each multi-edge in G′ is transformed into a new vertex and two simple-edges in G,

obtaining the simple-graph G from the multi-graph G′.
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Figure 4.5: Example of the transformation of a multi-graph (G′) with three multi-edges and two loops
into a simple-graph (G).

The computational complexity of applying this transformation process over a multi-

graph G′ is O(|EG′ |), where |EG′ | is the number of edges of G′. This complexity is obtained

considering that each edge of G′ should be visited for deciding if the edge will be or not

transformed. Then, this transformation process should be applied over each graph in the

multi-graph collection. Thus, the computational complexity of the process for transforming a

multi-graph collection into a simple-graph collection is O(qd), where q is the average number

of edges in the multi-graphs of the collection, and d is the number of multi-graphs in the

collection.

Given a multi-graph collection, through the process above described, we can get a

simple-graph collection. Then, in a similar way as in Section 4.1, we can apply a traditional

FAS miner, and we can use the same process for transforming the returnable FASs into

multi-graphs.

In Figure 4.6, an example of applying the transformation method (onlyMulti), proposed

in this section, over a multi-graph collection D′ is shown. In this figure, D′ = {G′1, G′2, G′3} is

transformed into a simple-graph collection D = {G1, G2, G3} by applying the first transfor-
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Figure 4.6: Example of FASs mined by using the proposed method for mining a subset of FASs
from the multi-graph collection D′ = {G′1, G′2, G′3} shown in Figure 4.4 using a support threshold
minsup = 2/3.

mation process (M2Simple2) of our proposed method, then a FAS miner is applied over D.

Later, the returnable FASs are transformed into multi-graphs.

By comparing this example with the one discussed in Section 4.1, which was illustrated

in Figure 4.4, we can see that both proposed methods (onlyMulti and allEdges) for mining

FASs from a multi-graph collection differ in the process for transforming a multi-graph into a

simple-graph. Thus, different sets of FASs from the same multi-graph collection are obtained.
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An example of this fact can be seen in Figures 4.4 and 4.6, where both onlyMulti and allEdges

compute {FAS1, . . . , FAS5} as frequent approximate subgraphs. However, allEdges also

mines frequent approximate subgraphs FAS6 and FAS7; while for onlyMulti these patterns

are missed.

4.3 Experiments and Results

In this section, the performance of both allEdges and onlyMulti is evaluated, we cannot

compare against state-of-the-art algorithms like VEAM, because they cannot process multi-

graph collections. For carrying out our experiments we use synthetic multi-graph collections

because this kind of collections have been commonly used for evaluating the performance

of subgraph mining algorithms. These collections allow for studying the performance of the

algorithms in controlled conditions; according to the number of graphs in the collections or

the number of edges and vertices in the graphs. The used synthetic collections were randomly

generated using the PyGen1 graph emulation library. For building these collections we vary

only one parameter at a time. First, we fix the size of the collection |D| = 1000 and the number

of edges |E| = 40, varying the number of vertices |V | from 10 to 50, with increments of 10.

Next, we fix |V | = 20, maintaining |D| = 1000 and varying |E| from 10 to 50, with increments

of 10. Finally, we vary |D| from 1000 to 5000, with increments of 1000, keeping |V | = 20

and |E| = 40. Notice that, we assign a descriptive name for each synthetic collection, for

example, D5kV 20E40 means that the collection has |D| = 5000, |V | = 20 and |E| = 40. Our

experiments were carried out on a personal computer with an Intel(R) Core(TM) i5-3317U

CPU @ 1.70 GHz with 4 GB of RAM. All the algorithms were implemented in ANSI-C and

executed on Microsoft Windows 10.

In Figures 4.7, 4.8 and 4.9, the performance results obtained by the proposed trans-

formation algorithms (allEdges and onlyMulti) over the previously described multi-graph

collections are shown. These figures are split in three sub-figures: (a) the runtime, (b) the

1PyGen is available in http://pywebgraph.sourceforge.net.
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number of identified FASs and (c) memory required for mining the FASs. It is important

to highlight that the FAS miner used by allEdges and onlyMulti in our experiments was

VEAM (Acosta-Mendoza et al., 2012a). This is because as we mentioned in Chapter 3,

VEAM is the only one algorithm that mines all the FASs in simple-graph collections, al-

lowing variations in vertex and edge labels but keeping the graph structure. All the results

reported in these figures were achieved with a similarity threshold τ = 0.55 and a support

threshold minsup = 0.02. This value for τ was selected because for values smaller than 0.55

almost all the mined subgraphs become similar to each other, while greater values for τ pro-

duce exact occurrences for most patterns (i.e., exact pattern mining). On the other hand,

by using values for minsup smaller than 0.02 makes almost all subgraphs become frequent,

while greater values for minsup produce only a few FASs.

As it can be seen from Figure 4.7, the runtime for both transformation methods de-

creases when the number of vertices |V | grows (see Figure 4.7(a)). This improvement is

achieved since for greater values of |V |, less dense multi-graphs are obtained and thus fewer

subgraphs are identified as frequent (see Figure 4.7(b)). This decrement of the number of

FASs implies that less memory is required for the mining process (see Figure 4.7(c)).

The performance of allEdges and onlyMulti over different multi-graph collections, where

the number of vertices and multi-graphs are fixed but varying the number of edges, is illus-

trated in Figure 4.8. In this case, unlike in the previous set of experiments, as the number of

edges grows more dense multi-graphs are obtained. Thus, more patterns are identified and

increases in the runtime and the memory required by both methods for mining FASs recorded.

In Figure 4.9, the performance of the proposed methods over multi-graph collections

which were obtained by varying the number of multi-graphs, but keeping the number of

vertices and the number of edges, is illustrated. In this experiment, when the number of

multi-graphs grows the number of FASs does not vary much, but the runtime and the memory

required for storing the FAS information increases. This is because the number of multi-graphs

to be processed increases.
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(b) Number of the patterns identified as FASs.
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(c) Amount of memory required for mining FASs.

Figure 4.7: Performance of both allEdges and onlyMulti methods, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over different synthetic multi-graph collec-
tions obtained varying the number of vertices from |V | = 10 to |V | = 50 with increments of 10
keeping the number of multi-graph |D| = 1000 and the number of edges |E| = 40.

According to the results shown in Figures 4.7, 4.8 and 4.9, on average, the onlyMulti

method is 2 times faster than allEdges. This is because the graph transformation process of

allEdges increases, more than in onlyMulti, the size of the graphs in the collections, which also

increases the computational cost of the mining process. However, it is important to highlight

that, in the worst case (i.e., when all edges of the collection are multi-edges and loops), the

performance and results achieved by both onlyMulti and allEdges is the same.

It is important to highlight that these results were achieved by transforming each multi-
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Figure 4.8: Performance of both allEdges and onlyMulti methods, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over different synthetic multi-graph collec-
tions obtained varying the number of edges from |E| = 10 to |E| = 50 with increments of 10 keeping
the number of multi-graph |D| = 1000 and the number of vertices |V | = 20.

graph collection into a simple-graph collection using M2Simple1 for allEdges and M2Simple2

for onlyMulti. Then, the FASs are mined by applying VEAM over the simple-graph collec-

tion, and each obtained FAS was transformed into a multi-graph using S2Multi. Thus, in

Table 4.1, the performance results, in terms of runtime, and the average number of vertices

and edges obtained by the proposed transformation processes (M2Simple1, M2Simple2 and

S2Multi) are shown. Table 4.1 is split into three sub-tables according to the analyzed pa-

rameter of the collections. In these sub-tables, the first column shows the collection identifier.
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Figure 4.9: Performance of both allEdges and onlyMulti methods, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over different synthetic multi-graph collec-
tions obtained varying the number of multi-graphs from |D| = 1000 to |D| = 5000 with increments
of 1000 keeping the number of multi-graph |V | = 20 and the number of vertices |E| = 40.

The other two consecutive blocks with four columns each one show the results obtained by

applying the transformation method specified on the top. The first and fourth columns of

each block show the runtime in seconds of the process for transforming a multi-graph collec-

tion into a simple-graph collection (M2Simple1 for allEdges and M2Simple2 for onlyMulti)

and S2Multi applied over the mined FASs, respectively. The other two columns of each block

specify the average number of vertices and edges for each collection, after the transformation

from multi-graphs to simple-graphs, respectively.
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Table 4.1: Performance of the proposed transformation algorithms over different synthetic multi-graph
collections.

(a) Varying |V | from 10 to 50 with |D| = 1000 and |E| = 40.

Collection allEdges onlyMulti
M2Simple1 |V | |E| S2Multi M2Simple2 |V | |E| S2Multi

D1kV10E40 0.081s 50 69 0.012s 0.060s 39 58 0.004s
D1kV20E40 0.082s 60 90 0.005s 0.059s 42 63 0.003s
D1kV30E40 0.081s 70 73 0.005s 0.039s 41 44 0.003s
D1kV40E40 0.082s 80 74 0.005s 0.036s 48 43 0.003s
D1kV50E40 0.080s 90 75 0.005s 0.035s 56 42 0.002s

(b) Varying |E| from 10 to 50 with |D| = 1000 and |V | = 20.

Collection allEdges onlyMulti
M2Simple1 |V | |E| S2Multi M2Simple2 |V | |E| S2Multi

D1kV20E10 0.015s 30 18 0.001s 0.005s 22 10 0.001s
D1kV20E20 0.026s 40 36 0.003s 0.018s 26 22 0.002s
D1kV20E30 0.050s 50 54 0.003s 0.026s 30 35 0.002s
D1kV20E40 0.082s 60 79 0.005s 0.059s 42 63 0.003s
D1kV20E50 0.088s 70 90 0.007s 0.063s 48 73 0.004s

(c) Varying |D| from 1000 to 5000 with |V | = 20 and |E| = 40.

Collection allEdges onlyMulti
M2Simple1 |V | |E| S2Multi M2Simple2 |V | |E| S2Multi

D1kV20E40 0.082s 60 79 0.005s 0.059s 42 63 0.003s
D2kV20E40 0.183s 60 79 0.004s 0.139s 42 63 0.003s
D3kV20E40 0.262s 60 79 0.004s 0.160s 42 63 0.003s
D4kV20E40 0.318s 60 79 0.004s 0.198s 42 63 0.003s
D5kV20E40 0.415s 60 79 0.004s 0.247 42 63 0.003s
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According to the results presented in Table 4.1, the runtime of M2Simple1 and

M2Simple2 grows with the increment of |D| and |E|, while with the variations in |V | it

has not a significant increment since the transformation is done over the edges exclusively.

As can be seen, M2Simple1 adds more vertices and edges than the M2Simple2 (see the third,

fourth, seventh and eighth columns of Table 4.1), which allows for the mining of more FASs,

then allEdges requires more time over the same collections than onlyMulti, for returning the

mined FASs to multi-graphs.

4.4 Summary and Conclusions

In this chapter, two new methods for FAS mining in multi-graph collections, by transforming

multi-graphs into simple-graphs and vice versa, have been proposed. The first step of these

methods is to transform a multi-graph collection into a simple-graph collection, then over

this simple-graph collection a traditional FASs miner is applied and finally the mined FASs

are transformed into multi-graphs. The performance of the proposed transformation methods

was evaluated over different synthetic multi-graph collections.

From our experiments, we can conclude that onlyMulti is able to mine FASs from multi-

graph collections faster than allEdges, this was expected because onlyMulti only computes a

subset of the FASs identified by the allEdges. This fact is important in order to reduce the

cost of the FAS mining step. On the other hand, as we can see in our experiments, the higher

the number of edges the higher runtime is required by both methods for mining FASs over

multi-graph collections. This happens because the performance of the FAS miner is mainly

affected by the number of FASs found. Besides, when the number of multi-graphs increases

a higher runtime is required, since the methods must process a higher number of graphs.



CHAPTER 5
MINING PATTERNS DIRECTLY FROM

MULTI-GRAPH COLLECTIONS

With the aim of mining all Frequent Approximate Subgraph (FAS) without graph transfor-

mations, in this chapter, we propose algorithms for mining FASs directly from multi-graph

collections.

For comparing graphs, current frequent subgraph miners use isomorphism tests based

on canonical forms1 of graphs (Yan and Han, 2002; Kuramochi and Karypis, 2002; Huan et al.,

2003; Yan and Han, 2003; Gago-Alonso et al., 2010b; Jia et al., 2009, 2011; Acosta-Mendoza

et al., 2012a; Muñoz-Briseño et al., 2016; Alam et al., 2017). The canonical form based on

adjacency matrices is the most used by FAS miners (Huan et al., 2003; Gago-Alonso et al.,

2010b; Jia et al., 2009, 2011; Acosta-Mendoza et al., 2012a); however, this canonical form was

designed for dealing with simple-graphs. Thus, in this chapter, we introduce an extension of

this canonical form for dealing with multi-graphs. Then, based on this extended Canonical

Adjacency Matrix (CAM), we propose a new algorithm, called MgVEAM, for directly mining

FASs in multi-graph collections.

On the other hand, exact graph mining algorithms based on the Depth-First Search

(DFS) canonical form have reported better performance than those algorithms based on

CAM (Yan and Han, 2002; Gago-Alonso et al., 2010a; Gago-Alonso, 2010; Alam et al., 2017).

This fact is because some prunings are introduced for reducing the search space of the mining

process based on DFS trees, which can be included only when the DFS canonical form is used.

However, like the CAM, the DFS canonical form was designed for working with simple-graphs.

1A canonical form is a unique representation for isomorphic graphs. Thus, two isomorphic graphs have the same
canonical form.

46
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Then, we also extend the DFS canonical form for representing isomorphic multi-graphs, and

using this extension, we propose another algorithm, called AMgMiner, for directly mining

FASs in multi-graph collections, which is faster than MgVEAM; however, MgVEAM requires

less memory for mining all FASs.

5.1 Algorithm based on Canonical Adjacency Matrices

Many FAS miners use the canonical form based on Canonical Adjacency Matrices (CAM)

(Huan et al., 2003; Jia et al., 2009; Gago-Alonso et al., 2010b; Jia et al., 2011; Acosta-Mendoza

et al., 2012a). In this section, we introduce an algorithm, called MgVEAM, for directly mining

FASs from multi-graph collections, based on the CAM code2. MgVEAM performs graph

comparisons through CAM code comparisons, transforming graph isomorphism tests into

string (code) comparisons. However, as the traditional CAM code was designed for working

with simple-graphs, first we extend this code for representing isomorphic multi-graphs.

5.1.1 Canonical Adjacency Matrix for Multi-Graph Mining

The adjacency matrix introduced in this section allows us to represent multi-graphs, including

the information of the corresponding multi-edges and loops into each cell. In this case, each

cell of the adjacency matrix contains information of its corresponding edges, or vertices and

loops (when the cell is on the diagonal). In definition 5.1, the adjacency matrix for a multi-

graph is introduced.

Definition 5.1 (Adjacency matrix for a labeled multi-graph). Let G′ = {VG′ , EG′ , φG′ , IG′ ,

JG′} be a labeled multi-graph, let vi, vj ∈ VG′ two different vertices of G′, let LL(vi) an

ordered list of loop labels, where LL(vi) = 〈JG′(e1), . . . , JG′(e|LL(vi)|)〉, such that ek ∈

EG′ , φG′(ek) = {vi}, and let EL(vi, vj) be an ordered list of edge labels, where EL(vi, vj) =

2CAM code is a canonical string obtained from an adjacency matrix that uniquely represents the graph. This string,
known as canonical code, unequivocally describes the label values and graph structure of all isomorphic graphs.
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〈JG′(e1), JG′(e2), . . . , JG′(e|EL(vi,vj)|)〉, such that ek ∈ EG′ , φG′(ek) = {vi, vj}. The adjacency

matrix M = (mi,j)|VG′ |×|VG′ |
for G′ is defined by:

mi,j =



(IG′(vi), LL(vi)) if i = j, LL(vi) 6= ∅

IG′(vi) if i = j, LL(vi) = ∅

EL(vi, vj) if i 6= j, EL(vi, vj) 6= ∅

− otherwise

(5.1)

where the symbol “−” is used for representing edge absence for non-connected vertices.

Notice that, since the adjacency matrix of an undirected multi-graph is symmetric, only

the upper or lower triangular adjacency matrices are needed for computing the CAM code of

a multi-graph.

In Definition 5.1, the multi-graph matrix dimensions are the same as for the tradi-

tional (simple-graph) adjacency matrix dimensions (Cormen et al., 2001; Huan et al., 2003;

Gago-Alonso et al., 2010b; Diestel, 2012), but loops and multi-edges information is included.

Besides, in a multi-graph CAM, the cells of the matrix cannot be treated as simple labels

anymore as in traditional adjacency matrices, but the cells must be treated as vertex labels

and loop label lists (for the cells in the diagonal), and edge label lists.

Figure 5.1 illustrates an example of the adjacency matrices for a multi-graph G′ accord-

ing to Definition 5.1. In this figure, we can see that the order of the multi-edge and loop label

lists into each cell of the matrix generates different adjacency matrices. To avoid this prob-

lem, we maintain these label lists sorted in descending order based on a labeled lexicographic

order. Then, by performing all row permutations following a descendant lexicographic order,

the CAM (see Figure 5.1(c)) of a multi-graph can be computed. Finally, the cells of the CAM

are traversed, from the top to the bottom and from left to left, for building the CAM code

by concatenating the values of the visited cells.

Due to the high computational complexity required for obtaining the CAM code of a
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…

CAM code: C,-,(B,<4,3>),-,-,(B,<3,3>),1,2,2,A,1,2,2,2,A,-,<3,2>,-,<2,1>,-,A

G’

Figure 5.1: Example of a multi-graph G′ and three of its adjacency matrices according to different
vertex ordering; the CAM code of G′ is obtained from the matrix (c).

multi-graph (|VG′ |!), this approach is not suitable for medium-large graphs (Read and Corneil,

1977; Kuramochi and Karypis, 2002; Diestel, 2012; Gago-Alonso et al., 2010b). Nevertheless,

in practice, some concepts as vertex invariants (Read and Corneil, 1977; Kuramochi and

Karypis, 2002), can be used for reducing the cost of computing the CAM code (Dinari and

Naderi, 2016; Hlaing and Oo, 2016). Vertex invariants are properties useful for keeping the

same vertex ordering in different isomorphism mappings. Vertex invariants can be used for

partitioning the vertices of a graph into equivalence classes such that all the vertices assigned

to the same partition have the same value for a vertex invariant. Vertex invariants are also

known as isomorphism-invariant properties (Read and Corneil, 1977; Kuramochi and Karypis,

2002; Dinari and Naderi, 2016; Hlaing and Oo, 2016).

In our case, we use vertex degrees and labels as vertex invariants for computing the CAM

of a multi-graph. First, the label list of each cell of the adjacency matrix is sorted following

a descendant lexicographic order. Next, we assign each cell of the diagonal to a partition

defined by the vertex labels. Then, we apply a second partitioning process, where we assign

each element of a partition to a sub-partition taking into account the vertex degree. Later,

we sort the partitions according to the descendant lexicographical order of vertex labels and,

as a second criterion, in descendant order according to vertex degrees. In this way, following

these two ordering criteria, we perform row permutations required for obtaining the CAM,

as well as the CAM code, of a multi-graph.

An example for computing the CAM and the CAM code for a multi-graph G′ is il-
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Figure 5.2: Example of the CAM code building process, following the idea proposed in (Kuramochi
and Karypis, 2002), over an adjacency matrix of a multi-graph G′. In this example, the first adjacency
matrix of G′ is obtained by ascendantly ordering the vertices according to their labels. Then, through
two steps, some cell permutations are performed for obtaining the CAM ofG′. Finally, the CAM code
is build concatenating the values of the matrix rows from top to the bottom and from left to right.

lustrated in Figure 5.2. Starting with an adjacency matrix of G′, the first partitioning step

(see step 1 of Figure 5.2) consists in sorting the rows of the matrix taking into account the

vertex labels of G′ following a descending order. In this step, the partitions R1, R2 and

R3 are obtained. Later, in the second step, the rows of each partition are reordered taking

into account the loop labels (treating as an empty set the absence of loops), and the vertex

degrees as a second criterion. In this way, we obtain a more specific partition set (i.e., the

partitions p1, p2, p3, p4 and p5 of Figure 5.2). The CAM code is computed concatenating the

values of the matrix rows from top to bottom and left to right. Notice that, in this example,

the diagonal of the CAM is partitioned according to the vertex labels and degrees resulting

in the five partitions {C, 2}, {B, 6}, {B, 4}, {A, 6} and {A, 4} with 1, 1, 1, 1 and 2 elements
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respectively. In this case, the computational cost for computing the CAM of G′ is reduced

from 6! = 720 permutations to only 2! = 2 because given a partition set P = {P1, . . . , P|P |},

the number of permutations required for computing the CAM is

|P |∏
j=1

|Pj |!, which is smaller

than |VG′ |! if |P | 6= 1. Finally, following the partition set P , the CAM code of G′ is:

CAM-code = C,-,(B<4,3>),-,-,(B,<3,3>),1,2,2,A,1,2,2,2,A,-,<3,2>,-,<2,1>,-,A.

The algorithm for computing the CAM code, following the exposed ideas, is shown in

Algorithm 5.1.

Algorithm 5.1: ComputeCAM(G, e′, CAMG)

Input: G : A candidate multi-subgraph, e′ : The last edge added into G.
Output: CAMG : The CAM code for the candidate multi-subgraph G.

P ← Partition list of v ∈ VG such that: for each Pk ∈ P ; vi, vj ∈ Pk, if they have the same1

label and degree, with i 6= j;
P is lexicographically sorted in a descending order;2

foreach Pk = {p1, . . . , p|Pk|} ∈ P do3

l = |Pk|;4

lk is the label for the clusters Pk;5

while l 6= 1 do6

newl = 1;7

foreach i = {2, . . . , |Pk|} do8

X = (x(1,1), . . . , x(|P1|,1), . . . , x(1,k), . . . , x(i−1,k)) is computed based on9

Definition 5.1, being x(j,w) the descendant sorted multi-edge label list between the
vertex in pi−1 and the vertex in pj ∈ Pw ∈ P ;
Y = (y(1,1), . . . , y(|P1|,1), . . . , y(1,k), . . . , y(i−2,k), y(i,k)) is computed based on10

Definition 5.1, being y(j,w) the descendant sorted multi-edge label list between the
vertex in pi and the vertex in pj ∈ Pw ∈ P ;
Xl and Y l are the loop label list of vertices in pi−1 and pi, respectively;11

if X < Y or (X = Y and Xl < Y l), following a lexicographical order then12

Swap(pi−1, pi);13

newl = i;14

l = newl;15

The adjacency matrix M of G is built sorting its cells following the lexicographical order of P ;16

The CAM code is obtained from M and it is stored into CAMG;17
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5.1.2 The MgVEAM Algorithm

The algorithm for directly mining FASs from multi-graph collections proposed in this section

(called MgVEAM: Multi-graph Vertex and Edge Approximate Miner) is an extension of

the VEAM algorithm (Acosta-Mendoza et al., 2012a,b) which follows a pattern growth ap-

proach for traversing the search space. It is important to highlight that, those FAS mining

algorithms using this approach, have reported the best results, in terms of efficiency. For

representing labeled multi-graphs, we will use CAM code applying the multi-graph adjacency

matrices according to Definition 5.1. As we have explained in Section 5.1.1, this representa-

tion allows us to build the CAM code. Comparisons between CAM codes, which consist in

string comparisons, are used for efficiently performing isomorphism tests during the mining

process. Additionally, by using two substitution matrices, one for edge labels and another one

for vertex labels, approximate matching for vertices and edges keeping the graph structure

can be handled.

MgVEAM starts mining all frequent approximate single-vertex subgraphs; then, these

subgraphs are recursively extended, following a DFS approach, by adding one edge at a time.

Unlike VEAM, in this recursive process, all extensions of each FAS (i.e., candidate multi-

graphs) are computed by first adding all the loops, then, all the simple-edges and multi-edges

following the proposed descendant lexicographic order. For computing the CAM code of

each candidate, MgVEAM follows the idea proposed in Section 5.1.1. MgVEAM performs

isomorphism tests over each computed candidate, but this process is speeded-up by comparing

the extended CAM codes. In this way, duplicate candidates are eliminated. Then, based on

the downward closure property, only those FAS candidates are extended.

In Algorithm 5.2, MgVEAM starts computing all FASs corresponding to single-vertex

graphs from a given multi-graph collection D′. Then, following a depth-first search approach,

each frequent single-vertex is extended by adding an edge at a time through a recursive

function, called SearchMgVEAM (see line 5 of Algorithm 5.2). When all single-vertex patterns

have been extended, the set of all FASs in the collection D′ is returned.



Chapter 5. Mining Patterns Directly from Multi-Graph Collections 53

Algorithm 5.2: MgV EAM(D′, τ,minsup, F )

Input: D′ : Multi-graph collection, τ : Similarity threshold, minsup : Support threshold.
Output: F : Frequent approximate subgraphs in D′.

C ←The frequent approximate single-vertex graph set in D′ based on Definition 2.6;1

F ← C;2

foreach T ∈ C do3

D′T ←The occurrence set of T in D′ based on Definition 3.3;4

SearchMgVEAM(T,D′T , D
′, τ,minsup, F);5

The SearchMgVEAM function, given in Algorithm 5.3, recursively performs the exten-

sion of all frequent subgraphs. A candidate set for a given frequent subgraph is obtained by

the GenCandidateMgVEAM function invoked in the line 1 of Algorithm 5.3. Then, only those

candidates that satisfy the support constraint and which have not been identified in previous

steps (i.e., their CAM codes are not in the set F ) are stored and extended by performing

recursive calls to the SearchMgVEAM function.

Algorithm 5.3: SearchMgV EAM(G,D′G, D
′, τ,minsup, F )

Input: G : FAS, D′G : Occurrence set of the pattern G, D′ : Multi-graph collection, τ :
Similarity threshold, minsup : Support threshold.

Output: F : Frequent approximate subgraphs in D′.

C ← GenCandidateMgVEAM(G,D′G, τ, ∅);1

foreach T ∈ C do2

if appSupp(T,D′) ≥ minsup and T /∈ F then3

F ← F ∪ {T};4

D′T ←The occurrence set of T in D′ based on Definition 3.3;5

SearchMgVEAM(T,D′T , D
′, τ,minsup, F);6

The aim of the GenCandidateMgVEAM, shown in Algorithm 5.4, is to compute all

candidate extensions of a given frequent graph T . In this candidate generation, all extensions

of T and its occurrences in the multi-graph collection D′T are searched. Later, the CAM code

for these subgraphs, which satisfy the similarity constraint using Definition 3.2, are computed

by the ComputeCAM function (described in Section 5.1.1) invoked in line 3 of Algorithm 5.4.

Finally, each pattern G, its corresponding CAM code and its similarity value are stored as

an output candidate in C.



Chapter 5. Mining Patterns Directly from Multi-Graph Collections 54

Algorithm 5.4: GenCandidateMgV EAM(T,D′T , τ, C)

Input: T : FAS, D′T : Occurrence set of the pattern T , τ : Similarity threshold.
Output: C : Pattern candidate set.

O ← {(G,Te)|G is a child of T and Te is an occurrence of G in Gk ∈ D′T };1

foreach (G,Te) ∈ O do2

ComputeCAM(G,e′,CAMG) ; // according to Algorithm 5.13

sim(G,Te) is inserted into C using CAMG as identifier;4

In Figure 5.3, we show an example of how MgVEAM traverses the search space for

identifying all FASs on a multi-graph collection D′. In this example, when MgVEAM is

applied on the multi-graph collection of Figure 5.3(a), the 32 subgraphs of Figure 5.3(b) are

identified as FASs in D′. As it is shown in this figure, starting with the frequent approximate

vertices, MgVEAM recursively extends them by an edge at time; traversing the search space

until the frequency threshold is not fulfilled. After each extension, there could be two cases:

(1) identifying a new FAS (continuous dark arrows), and (2) identifying a FAS which was

previously found (dashed arrows), and therefore it does not need to be extended again. In

this way, MgVEAM finds 39 duplicate candidates (the number of dashed arrows).

Since the exact complexity of MgVEAM depends not only on the size of the multi-graph

collection or the average size of the multi-graphs, but also on the internal distribution of edges

and the similarities among subgraphs, we analyze the computational complexity of MgVEAM

for the worst case, where each multi-graph Gi in the collection D′ has the same size; i.e., each

multi-graph has n vertices and m edges, every Gi ∈ D′ is completely connected, each vertex

label can be replaced by any other vertex label, and each edge label can be substituted by

any other edge label, where lV and lE are the number of vertex and edge labels respectively.

The complexity of MgVEAM is analyzed separately for the algorithms above described.

First, MgVEAM (Algorithm 5.2) traverses all vertices of the collection D′ for finding those

frequent single-vertex graphs, which is O(n) for each multi-graph of D′. Then, all FASs

are extended following a DFS strategy; obtaining the candidate set by calling GenCandi-

dateMgVEAM (see Algorithm 5.4). The process, for obtaining the candidate set, extends a



Chapter 5. Mining Patterns Directly from Multi-Graph Collections 55

G1
G2 G3 G4

A

B

C

D

1
2

03 2
2

5

A

B

C

D

2
2

03 2
1

0

A

B

C

E

2
1

54 2
2

0

A

B

C

E

2
2

53 1
2

5

(a) A multi-graph collection D′ = {G1, G2, G3, G4}.

A

B

2

A

B

3

A

C

2

B

C

2 C

2

A

B

3 2

A

B

C
2

2

A

B

C

22

A

B

C
2

3

A

B

C

23

A

B

C
2

2

A C
2 2 B C

2 2

A

B

C
2

3

2 A

B

C

23

2

A

B

C
2

3 2

2 A

B

C

23

2
2

A

B

C

22

2
2

A

B

C
2

23

A

B

C

2

2
2

A

B

C

23 2

2
A

B

C

23 2

2

DCBA

A

B

C

23 2

A

B

C
2

3 2

A

B

C
2

2

2A

B

C
2

22

A

B

C

22

2

A

B

C
2

2

3 2
2

(b) Traversing of the search space by MgVEAM. In this example, the continuous dark arrows show the path followed by
MgVEAM and the dashed arrows show the identified duplicate candidates, which are not extended again.

Figure 5.3: Example of the mining process of MgVEAM on a multi-graph collection D′ =
{G1, G2, G3, G4}; supposing that minsup = 3/4, τ = 0.55 and the labels D, 2 and 3 can sub-
stitute the labels E, 1 and 4, respectively, where LV = {A,B,C,D,E} and LE = {0, 1, 2, 3, 4, 5}.

pattern by an edge taking into account all possible vertex and edge labels, which is, in the

worst case, O(mlV lE). Next, the CAM code of each candidate is computed by calling the
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ComputeCAM function, which in the worst case is O(n!) because it performs all permutations

of the vertices of a candidate FASs for computing its canonical form. Thus, the complexity

of the GenCandidateMgVEAM function is O(mlV lEn!). The SearchMgVEAM function (see

Algorithm 5.3) traverses all the edges that allow growing a FAS to a new candidate pat-

tern recursively adding an edge at each time (without taking into account those previously

added edges) and just those candidates fulfilling the similarity threshold τ are stored and

extended; thus, at most, m extensions are made for the first extension of the pattern, m− 1

for the second one, m − 2 for the third one, and so on, resulting m! extensions in this re-

cursive function. Then, considering the complexity of the GenCandidateMgVEAM function,

the comparisons performed for growing the patterns, and the number of times that Search-

MgVEAM calls itself, we can conclude that the complexity of the SearchMgVEAM function

is O(m!(mlV lEn!)). Therefore, since all the analyzed steps are carried out for each frequent

single-vertex over each multi-graph of D′, the complexity of these steps into MgVEAM is

O(dn) + O(dn(m!mlV lEn!)), where d is the number of multi-graphs of D′, n and m are the

number of vertices and edges, respectively, and, lV and lE are the number of vertex and edge

labels, respectively. Thus, the complexity of the MgVEAM algorithm, in the worst case, is

O(dmm!lV lEnn!).

5.2 Algorithm based on Depth-First Search canonical forms

In the exact context, the most efficient mining algorithms reported are based on the Depth-

First Search (DFS) canonical form (Yan and Han, 2002, 2003; Zhu et al., 2007; Gago-Alonso

et al., 2010a; Alam et al., 2017). However, the DFS canonical form was designed for dealing

with simple-graphs. For this reason, in this section, we propose an extension of the DFS

canonical form for dealing with multi-graphs, and using the extended DFS canonical form,

we introduce a FAS mining algorithm, called AMgMiner, for directly mining all FASs from

multi-graph collections.
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5.2.1 Depth-First Search Canonical Form for Multi-Graph Mining

Depth-First Search (DFS) can be used for traversing a graph, representing it as a DFS tree3.

This strategy has been applied in the simple-graph mining context, improving the efficiency

of mining algorithms (Yan and Han, 2002, 2003; Zhu et al., 2007; Gago-Alonso et al., 2010a;

Alam et al., 2017). Thus, following the idea proposed in (Yan and Han, 2003), we develop an

extension of the DFS canonical form for working with multi-graphs.

The traditional DFS is constructed as follows: starting from a vertex chosen at random,

following a single route from the current vertex, we visit all the adjacent edges until a full

traverse is formed. Then, taking into account this vertex visiting order, a tree (DFS tree) can

be built. For constructing this DFS tree, each new edge, which extends the previous DFS

tree, is known as a forward or a backward extension (edge) into the DFS tree. An edge is a

forward extension if it introduces a new vertex into the DFS tree, otherwise it is a backward

extension. This is formalized in Definition 5.2.

Definition 5.2 (Forward, backward extensions and child). LetG1 andG2 be two labeled multi-graphs,

where G1 is a subgraph of G2, the edge e ∈ EG2 is an extension of G1, denoted as G2 = G1 � e, if

EG2 = EG1 ∪ {e}, VG1 ∩ φG2(e) 6= ∅, VG2 = VG1 ∪ φG2(e). The edge e is a backward extension if

φG2(e) ⊆ VG1 , otherwise e is a forward extension (it extends the vertex set of G1). If e is an extension

of G1 and G2 = G1 � e, then we will refer to G2 as a child of G1.

Since in a multi-graph there are several ways for traversing a graph according to a

vertex visiting order, a multi-graph can produce different DFS trees. An example of this fact

can be seen in Figure 5.4, where four DFS trees for a given multi-graph G′ are shown.

The starting vertex v0 in a DFS tree is known as the root, and the last visited vertex

vn is known as the rightmost vertex (Yan and Han, 2002, 2003). The vertices of G′ are visited

from v0 to vn for building its corresponding DFS tree. The dark edges in Figures 5.4(a)-(d)

show four DFS trees for G′. Notice that, in these figures, all edges in the DFS trees of G′

3A DFS-tree is a tree generated by a DFS traverse.
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Figure 5.4: Examples of some DFS trees for a multi-graph G′ by using different root vertices.

(dark edges) are forward extensions according to the visited order. The backward extensions

(dotted edges) represent all edges that are not in the DFS trees, loops are treated as a special

case of backward edges. Commonly, edges are treated as an ordered pair (vi, vj) according to

the DFS traverse order. Thus, an edge e ∈ EG′ , with φT (e) = {vi, vj}, being i and j vertex

indexes according to the visiting order of T , is a forward edge for a DFS tree T of G′ if i < j,

and it is a backward edge if i > j, or φT (e) = {vi} (i.e., e is a loop).

A rightmost path of a given multi-graph is defined as the path from v0 to vn. The

rightmost path is used for efficiently extending a DFS tree (Yan and Han, 2002, 2003; Gago-

Alonso et al., 2010a). In our example, (v0, v1, v3) is the rightmost path in Figures 5.4(a), (c)

and (d), while (v0, v1, v2, v3) is the rightmost path of Figure 5.4(b).

Based on DFS, a FAS can be extended from every possible vertex, generating a large

number of candidate patterns, but several of these candidates are duplicated. A duplicate

graph is a pattern which was founded in previous steps (i.e., when a previous FAS was

extended), but it is obtained again when the current FAS is extended. Thus, a better way

for extending candidate FASs, known as rightmost extension, was proposed by Yan and Han

(2002, 2003). This extension method consists in: given a DFS tree T for a FAS, a new

edge can be added if it is a backward extension (see Definition 5.2) for the rightmost vertex

vn, connecting vn to any vertex on the rightmost path; or if it is a forward extension (see

Definition 5.2) for any vertex vi, i ≤ n in the rightmost path, connecting vi to a new vertex

v /∈ T . An example of this process is shown in Figure 5.5, where the rightmost extensions

of a DFS tree T are 5.5(a)-(h) (the dark vertices represent the rightmost path). As we can
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see, in Figures 5.5(a)-(e), the rightmost vertex of T is extended. Notice that the rightmost

extension restricts the extensions of a given DFS tree, but cannot restricts the possible order

for traversing a graph; then, the number of generated duplicate graphs is reduced but they

are not eliminated.

(a) (b) (c) (d) (e) (f) (g) (h)

T

(g0) (g1) (g2) (g3) (g4) (g5)

Figure 5.5: Example of extensions of a FAS T based on the rightmost path. In this example, the
FAS T and its child (g) only can be extended by an edge from one of the dark vertices, which are the
rightmost path extensions.

For dealing with multi-graphs, loops are included as a special case of backward exten-

sions, this makes an important difference regarding the canonical form proposed in (Yan and

Han, 2002, 2003). Taking loops into account implies that the order for building DFS trees is

different to the way proposed in (Yan and Han, 2002, 2003). For building a DFS tree, our

proposal selects the first vertex as root for the DFS tree according to a label lexicographic

order. Next, all backward extensions of this vertex are added. After, a forward extension is

added. Then, adding recursively all possible non-visited backward extensions before adding

a new non-visited forward extension. However, since a vertex can have several backward and

forward extensions for multi-graphs, an order according to the graph structure is defined as
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follows.

Definition 5.3 (Linear order according to a DFS tree). Let T be a DFS tree of a graph and let e1, e2 ∈

ET be two edges, where φT (e1) = {vi1 , vj1} and φT (e2) = {vi2 , vj2}. The linear order, ≺T , defined

as: e1 ≺T e2 holds iff one of the following statements is true:

• e1 and e2, are forward edges and j1 < j2 or j1 = j2 ∧ i1 > i2.

• e1 and e2, are backward edges and i1 < i2 or i1 = i2 ∧ j1 < j2.

• e1 is a backward edge, e2 is a forward edge and i1 ≤ j2.

• e1 is a forward edge, e2 is a backward edge and j1 ≤ i2.

Using the linear order of Definition 5.3, the number of DFS trees for a multi-graph

is reduced; however, it does not guarantee finding the canonical DFS tree of a multi-graph,

because several DFS trees can be identified for the same multi-graph.

A DFS tree can be expressed as a sequence of edges, which is known as DFS code. In this

case, each edge e ∈ EG′ is represented by the 5-tuple e = (i, j, li, le, lj), where φG′(e) = {vi, vj}

(or φG′(e) = {vi} for a loop where j = i), li = IG′(vi), le = JG′(e) and lj = IG′(vj). Then, a

sequence of edge tuples, following a route of the DFS tree, is a DFS code of a multi-graph.

An example of DFS codes is presented in Table 5.1, where the DFS codes of the multi-graph

G′ of Figure 5.4 are illustrated. In this table, the DFS codes (a)-(d) correspond to the DFS

trees of Figure 5.4(a)-(d), respectively.

Table 5.1: DFS codes obtained from the DFS trees shown in Figures 5.4(a)-(d).

Id DFS code

(a) (0,0,B,3,B)(0,1,B,2,A)(1,0,A,3,B)(1,2,A,1,C)(2,2,C,2,C)(1,3,A,1,A)(3,0,A,2,B)(3,0,A,1,B)
(b) (0,0,C,2,C)(0,1,C,1,A)(1,2,A,1,A)(2,3,A,2,B)(3,1,B,1,A)(3,1,B,2,A)(3,2,B,3,A)(3,3,B,3,B)
(c) (0,1,A,1,A)(1,2,A,1,C)(2,2,C,2,C)(1,3,A,2,B)(3,0,B,1,A)(3,0,B,2,A)(3,1,B,3,A)(3,3,B,3,B)
(d) (0,0,B,3,B)(0,1,B,2,A)(1,0,A,3,B)(1,2,A,1,A)(2,0,A,1,B)(2,0,A,2,B)(1,3,A,1,C)(3,3,C,2,C)

In order to represent isomorphic multi-graphs in an unequivocal way, we propose a

DFS code based on the minimum DFS order. This DFS code is similar to the one proposed



Chapter 5. Mining Patterns Directly from Multi-Graph Collections 61

in (Yan and Han, 2002) but, in our case, information about loops and multi-edges is included.

Therefore, with the aim of identifying the canonical DFS code (minimum DFS code) from all

possible DFS codes of a given multi-graph, a lexicographic order among DFS codes is needed.

In this order, vertex and edge labels are used for removing ambiguities from two edges with

the same vertex index order. The lexicographic order is defined as follows.

Definition 5.4 (DFS lexicographic order). Let Z be the set of all possible DFS codes of a labeled

multi-graph G′, and let C1 = 〈a0 . . . am〉 and C2 = 〈b0 . . . bn〉 be two DFS codes in G′, C1 ≤ C2 iff

one of the following conditions is true.

• ∃t, 0 ≤ t ≤ min(m,n), ak = bk for all k < t, and at ≺T bt.

• ak = bk for all 0 ≤ k ≤ m, and m ≤ n.

Where the relation at ≤ bt takes into account a label lexicographic order and a linear order in

the vertex and edge indexes (see Definition 5.3).

By using Definition 5.4, the minimum DFS code of a given multi-graph can be obtained.

This minimum DFS code can be used as a canonical form for all isomorphic multi-graphs.

Supposing that the DFS codes presented in Table 5.1 are all possible codes for the multi-graph

G′ of Figure 5.4, when we apply Definition 5.4 over these codes, the DFS code (d), which

corresponds to Figure 5.4(d), is the canonical DFS code (minimum DFS code according to

the label lexicographic order), for all multi-graphs that are isomorphic to G′.

5.2.2 The AMgMiner Algorithm

In this section, we introduce a new algorithm for directly mining frequent subgraphs (allow-

ing approximate matching) from multi-graph collections (called AMgMiner: Approximate

Multi-graph Miner), which is based on the extended DFS canonical form introduced in

Section 5.2.1. In AMgMiner, for traversing the search space, a pattern growth approach is

followed, and by using the extended DFS code, isomorphism tests can be efficiently performed.
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AMgMiner performs approximate matching between multi-graphs by means of the similarity

function (see Definition 2.5), and likewise MgVEAM, we use two substitution matrices for

handling approximate matching for vertices and edges keeping the graph structure.

AMgMiner starts computing the frequent approximate single-vertex and single-edge

subgraphs; next, the single-edges subgraphs are recursively extended by adding an edge at

each time. AMgMiner, following a DFS approach, first adds all the loops, and after all the

simple-edges and multi-edges, taking into account the proposed lexicographic order. Then,

following the idea proposed in Section 5.2.1, the extended canonical DFS code is computed.

By using this canonical code, the isomorphism tests (which is an NP-Hard problem) are trans-

formed into DFS code comparisons, where isomorphic multi-graphs have the same canonical

code. In this way, these comparisons are used for speeding up isomorphism tests between

multi-graph candidates. AMgMiner is based on downward closure property, therefore, re-

cursive extensions of a FAS G is performed while the support threshold is fulfilled and G is

in canonical form. By extending those patterns that are in canonical form allows consider-

ably reducing the generation of duplicate candidates, and the unnecessary isomorphism tests

among them, allowing speeding up the mining process.

AMgMiner is detailed in Algorithm 5.5. Once AMgMiner has computed the frequent

approximate single-vertex and single-edge subgraphs from a given multi-graph collection D′

(see lines 1 and 2), each frequent approximate single-edge graph is recursively extended by

using the function SearchAMgMiner (see lines 4− 6).

Algorithm 5.5: AMgMiner(D′, τ,minsup, F )

Input: D′ : Multi-graph collection, τ : Similarity threshold, minsup : Support threshold.
Output: F : Frequent approximate subgraphs in D′.

F ←Frequent approximate single-vertex graph set in D′ ; // based on Definition 2.61

C ←Frequent approximate single-edge graph set in D′ ; // based on Definition 2.62

F ← F ∪ C;3

foreach T ∈ C do4

D′T ←Occurrence set of T in D′ ; // based on Definition 3.35

SearchAMgMiner(T,DFScode(T ), D′T , D
′, τ,minsup, F);6
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Algorithm 5.6: SearchAMgMiner(G, c,D′G, D
′, τ,minsup, F )

Input: G : FAS, c : DFS code of G, D′G : Occurrence set of the pattern G, D′ : Multi-graph
collection, τ : Similarity threshold, minsup : Support threshold.

Output: F : Frequent approximate subgraphs in D′.

C ← GenCandidateAMgMiner(c,D′c, D
′, τ);1

foreach T ∈ C do2

if appSupp(T,D′) ≥ minsup and T /∈ F then3

F ← F ∪ {T};4

D′T ←The occurrence set of T in D′ ; // based on Definition 3.35

SearchAMgMiner(T,DFScode(T ), D′T , D
′, τ,minsup, F);6

In Algorithm 5.6, the recursive function for extending FASs is shown. For a given

FAS, a candidate set is identified through the function GenCandidateAMgMiner (see line 1

of Algorithm 5.6). Then, only the frequent candidates which were not identified in previous

steps are stored into the output FAS set and the SearchAMgMiner algorithm is recursively

applied over them (see lines 3− 6).

Algorithm 5.7 extends a FAS with DFS code c by adding a single-edge if and only

if c is in canonical form (see line 1). This pruning was proposed in (Yan and Han, 2002)

for processing only those patterns that have been not obtained in previous steps, because

when a pattern is not in canonical form means that this pattern is a duplicate candidate. In

this way, the number of duplicate candidates is reduced. Also, for reducing the number of

candidate FASs and for increasing the efficiency of our algorithm, for each FAS, the rightmost

(backward and forward) extensions are computed only over the rightmost path following the

idea discussed in Section 5.2.1. Later, for each rightmost extension, the corresponding FAS set

(those patterns fulfilling the similarity threshold τ) is computed, identifying those candidates

that are approximate to the current pattern with a similarity greater than or equal to τ (see

lines 6− 8 of Algorithm 5.7). For efficiently accessing to those patterns, both frequency and

occurrences of each pattern are stored into a hash table using the DFS code of the pattern as

key (see the line 8). Next, with the aim of first analyzing the backward extensions (according

to Section 5.2.1), the new candidate patterns are sorted based on the lexicographical order

according to Definition 5.4 (see line 9 of Algorithm 5.7).
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Algorithm 5.7: GenCandidateAMgMiner(c,D′c, D
′, τ, C)

Input: c : DFS code, D′c : Occurrence set of the pattern with DFS code c, D′ : Multi-graph
collection, τ : Similarity threshold, minsup : Support threshold.

Output: C : Pattern candidate set.

if isMin(c) = true then1

H ← An empty hash table;2

C ← ∅;3

RE ← Rightmost extensions of each occurrence in D′c;4

foreach Gr ∈ RE do5

foreach G, such that Θ(f,g)(G,Gr) ≥ τ do6

C ← C ∪ {The DFS code of G};7

Θ(f,g)(G,Gr) and Gr are inserted into H[{The DFS code of G}];8

C is sorted based on the lexicographical order ; // according to Definition 5.49

In order to avoid as many duplicate candidates as possible, as it is explained in Sec-

tion 5.2.1, we apply the pruning of non-minimum DFS codes, because, as was demonstrated

in (Yan and Han, 2002), a non-minimum DFS code implies that the pattern is a duplicate

candidate. Then, as it can be seen in line 1 of Algorithm 5.7, the Boolean function isMin

is called for determining if the given DFS code is minimum or not. This is performed using

the DFS canonical form for multi-graphs introduced in Section 5.2.1. We determine (through

the isMin function) if there is a DFS code smaller than the current DFS code, according to

Definition 5.4. In such case, the current one is non-canonical and the candidate extension

process is stopped. The cost of checking if a code is non-minimum is less than computing

the whole canonical DFS code, because in this last case, exhaustive edge permutations are

required.

The function isMin is shown in Algorithm 5.8, which is based on the compare function

shown in Algorithm 5.9. The main loop of isMin performs the pruning of non-minimum DFS

codes (see lines 3− 10); thus, each edge is visited for building DFS code tuples and each new

tuple is compared with the corresponding one in c (see lines 6− 9). Each tuple contains the

edge information of the proposed extension of the DFS code, as we described in Section 5.2.1.

This comparison is performed by calling the recursive function compare (see line 8) until the

smallest DFS code is found or all the edges have been compared.
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Algorithm 5.8: isMin(c)
Input: c : DFS code.
Output: result : true if c is the canonical DFS code; otherwise false.

result← true;1

V ← the veritices of c;2

foreach v ∈ V and result = true do3

IE ← incident edge set of v sorted ; // according to Definition 5.34

V ← V \ {v};5

foreach e ∈ IE and result = true do6

e and its vertices are marked as visited;7

result← compare(c,0,e,V );8

e and its vertices are marked as non-visited;9

V ← V ∪ {v};10

Algorithm 5.9: compare(c,index,e,V )
Input: c : DFS code, index : Index for c to be analyzed, e : Edge, V : Vertex set of c.
Output: result : false if there is a code less than c; otherwise true.

k ← the index corresponding to the current vertex into the tuple to be built;1

if e is a loop then dfs← (k, k, lv, le, lv); // where v is the vertex of e2

else dfs← (k, id(w), lv, le, lw); // where v and w are the vertices of e3

result← true;4

if dfs < c[index] according to Definition 5.4 then5

result← false;6

else if dfs = c[index] according to Definition 5.4 then7

index← index+ 1;8

foreach v ∈ V and result = true do9

IE ← non-visited incident edge set of v sorted according to Definition 5.3;10

V ← V \ {v};11

foreach e ∈ IE and result = true do12

e and its vertices are marked as visited;13

result← compare(c,index,e,V );14

e and its vertices are marked as non-visited;15

V ← V ∪ {v};16
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In Algorithm 5.9 (compare), the recursive verification of non-minimum DFS codes is

performed. A comparison between tuples of two DFS codes is the key of this function. We

build a tuple, taking into account the ordering introduced in Section 5.2.1, using the last

visited edge of the input DFS code c. This tuple is built using the information of the loops,

simple-edges and multi-edges as described in Section 5.2.1 (see lines 2 − 3). Then, the new

tuple is compared with the tuple corresponding to the last visited edge of c (see lines 5 and

7). If these two tuples are equal, then the next tuple is built and the function compare is

recursively called (see lines 7− 16).

In Figure 5.6, we show an example of how AMgMiner traverses the search space for

identifying all FASs on a multi-graph collection D′. In this example, when MgMiner is

applied over D′, the 32 subgraphs of Figure 5.6(b) are identified as FASs. As it is illustrated

in this figure, starting with the frequent approximate vertices, AMgMiner recursively extends

them by an edge at time; traversing the search space until the frequency threshold is not

fulfilled. After each extension, there could be two cases: (1) identifying a new FAS (continuous

dark arrows), and (2) identifying a FAS which was previously found (dashed arrows), and

therefore it does not need to be extended again. In this way, AMgMiner finds 19 duplicate

candidates (dashed arrows). Comparing this amount of duplicate candidates with those found

by MgVEAM (see Figure 5.3(b)), we can see that AMgMiner traverses the search space in a

more efficient way than MgVEAM. This improve is obtained because AMgMiner only extends

those candidates that are in canonical form and the extensions are performed over the right-

most path in the DFS tree representation. While MgVEAM does not have any pruning for

decreasing the duplicate candidate computation. However, as we will show in our experiments,

MgVEAM uses less memory than AMgMiner for mining all FASs, because AMgMiner needs

additional memory to efficiently apply the search space pruning.

Finally, we analyze the computational complexity of AMgMiner for the worst case,

where each multi-graph Gi in the collection D′ has the same size; i.e., each multi-graph has

n vertices and m edges, every Gi ∈ D′ is completely connected, each vertex label can be

replaced by any other vertex label, and each edge label can be substituted by any other edge
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(b) Traversing of the search space by AMgMiner. In this example, the continuous dark arrows show the path followed by
AMgMiner and the dashed arrows show the identified duplicate candidates, which are not extended again.

Figure 5.6: Example of the mining process of AMgMiner on a multi-graph collection D′ =
{G1, G2, G3, G4}; supposing that minsup = 3/4, τ = 0.55 and the labels D, 2 and 3 can sub-
stitute the labels E, 1 and 4, respectively, where LV = {A,B,C,D,E} and LE = {0, 1, 2, 3, 4, 5}.

label, where lV and lE are the number of vertex and edge labels respectively.

The complexity of AMgMiner is obtained by analyzing the algorithms above explained.
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First, AMgMiner (Algorithm 5.5) traverses all vertices and edges of the collection D′ for

finding those frequent single-vertex and single-edge graphs, which are O(n) and O(m), re-

spectively. Next, by applying our proposed DFS strategy (see Algorithm 5.6), all FASs are

recursively obtained from the candidate pattern set returned by the GenCandidateAMgMiner

function (see Algorithm 5.7). Also, this search process traverses all the edges that allow recur-

sively growing a FAS to a new candidate pattern by adding an edge at each time (excluding

those already traversed edges) and only those candidates fulfilling the similarity threshold τ

are stored and extended; thus, m− 1 extensions are made for the first extension of the FAS,

m − 2 for the second one, and so on, resulting in O((m − 1)!). Additionally, the GenCandi-

dateAMgMiner function, first verifies if a pattern is in canonical form by mean of the isMin

function, which in the worst case is O(m!) because it performs all permutations of the ver-

tices of a candidate FASs for computing its canonical form. Then GenCandidateAmgMiner

extends only those patterns in canonical form by an edge, taking into account all possible

vertex and edge labels which is O(mlV lE). Thus, the complexity of GenCandidateAMg-

Miner is O(m!) +O(mlV lE). Then, considering the GenCandidateAMgMiner function com-

plexity, the comparisons performed for growing the patterns, and the number of times that

SearchAMgMiner calls itself, we can conclude that the complexity of the SearchAMgMiner

function is O((m − 1)!m!) + O((m − 1)!mlV lE). Therefore, since this process is carried out

for each frequent single-edge over each multi-graph of D′, the complexity of these steps into

AMgMiner is O(dn)+O(dm)+O(d((m−1)!m!))+O(d(m−1)!mlV lE), where d is the number

of multi-graphs in D′, n and m are the number of vertices and edges, respectively, and, lV

and lE are the number of vertex and edge labels, respectively. Thus, the complexity of the

AMgMiner algorithm, in the worst case, is O(dn) +O(d(m− 1)!m!) +O(dm!lV lE).

5.3 Experiments and Results

In this section, we show the performance of MgVEAM and AMgMiner over synthetic multi-

graph collections, which were generated varying the graph characteristics (i.e., number
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of multi-graph, edges and vertices). In this experiment, we contrast the performance of

MgVEAM and AMgMiner against the performance of the allEdges method based on graph

transformations (introduced in Section 4.1). Notice that we do not compare against the

onlyMulti method (introduced in Section 4.2) because it does not mine all FASs and this

chapter is focused on algorithms for mining all FASs. Also, we did not compare against any

state-of-the-art algorithms because there is no algorithm able to mine FAS on multi-graph

collections. Then, for evaluating the performance of MgVEAM and AMgMiner in real-world

scenarios, we apply our algorithms over real-world multi-graph collections.

For our first experiment, we use the synthetic multi-graph collections used in Section 4.3,

which were randomly generated using the PyGen graph emulation library. For building these

collections, we first fix the size of the collection |D| = 1000 and the number of edges |E| = 40,

varying the number of vertices |V | from 10 to 50, with increments of 10. Next, we fix |V | = 20,

maintaining |D| = 1000 and varying |E| from 10 to 50, with increments of 10. Finally, we vary

|D| from 1000 to 5000, with increments of 1000, fixing |V | = 20 and |E| = 40. Additionally,

for this experiment, two real-world multi-graph collections (PROT-DB obtained from protein

classification and WEB-DB obtained from web document classification) were taken from the

IAM graph database repository (Riesen and Bunke, 2008). All our experiments were carried

out on a personal computer with an Intel(R) Core(TM) i5-3317U CPU @ 1.70 GHz with 4

GB of RAM. All the algorithms were implemented in ANSI-C and executed on Microsoft

Windows 10.

In Figures 5.7, 5.8 and 5.9, we show the performance of MgVEAM and AMgMiner

(which directly mine FASs from multi-graph collections), as well as allEdges (which is based

on graph transformations) over synthetic multi-graph collections. These figures are split in

three sub-figures: (a) runtime, (b) memory required for mining FASs, and (c) the number of

identified FASs. It is important to highlight that MgVEAM, AMgMiner and allEdges mine

the same number of patterns (i.e., all FASs). All the results reported in these sub-tables were

achieved with the similarity threshold τ = 0.55 and support threshold minsup = 0.02, as it

is explained in Section 4.3 for these collections.
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(b) Amount of memory required for mining FASs.
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Figure 5.7: Performance of allEdges, MgVEAM and AMgMiner, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over synthetic multi-graph collections ob-
tained varying the number of vertices from |V | = 10 to |V | = 50 with increments of 10, fixing the
number of multi-graphs |D| = 1000 and the number of edges |E| = 40.

As we can see in Figure 5.7(a), the runtime of our proposed algorithms decreases when

the number of vertices (|V |) grows, this happens because the greater the values of |V | the

less dense the multi-graphs in the collection (since the number of edges is fixed to 40); and

therefore, fewer frequent subgraphs are mined (see Figure 5.7(c)). Also, due to the decrement

of the number of FASs, less memory is required for the mining process (see Figure 5.7(b)).

In Figure 5.8, we show the performance of our proposed algorithms over multi-graph
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Figure 5.8: Performance of allEdges, MgVEAM and AMgMiner, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over synthetic multi-graph collections ob-
tained varying the number of edges from |E| = 10 to |E| = 50 with increments of 10, fixing the
number of multi-graphs |D| = 1000 and the number of vertices |V | = 20.

collections obtained varying only the number of edges. In this figure, the performance of

our algorithms is inverse to that one shown in Figure 5.7 because when the number of edges

grows longer runtime and more memory are required for mining FASs. In fact, the greater the

number of edges, the more dense the multi-graphs; and consequently, more frequent subgraphs

are mined (see Figure 5.8(c)) and greater memory is required during the mining process (see

Figure 5.8(b)).
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Figure 5.9: Performance of allEdges, MgVEAM and AMgMiner, using the similarity threshold
τ = 0.55 and the support threshold minsup = 0.02, over synthetic multi-graph collections ob-
tained varying the number of multi-graphs from |D| = 1000 to |D| = 5000 with increments of 1000,
fixing the number of multi-graphs |V | = 20 and the number of edges |E| = 40.

In Figure 5.9, we show the performance of our proposed algorithms over multi-graph

collections obtained varying only the number of multi-graphs. In this figure, we can observe

that the number of multi-graphs of the collection also affects the performance of our proposed

algorithms. When the size of the collection grows, both runtime and memory increase. In

fact, the greater the number of multi-graphs, the larger the number of occurrences for each

FAS, and this increases the search space and the required memory.
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The results presented in Figures 5.7, 5.8 and 5.9 show that, in all cases, MgVEAM

and AMgMiner achieve smaller runtimes, and they require less memory for storing the FASs,

than the allEdges method. In these synthetic multi-graph collections, on average MgVEAM

and AMgMiner are 3 and 8 times faster, respectively, tan allEdges. Besides, MgVEAM

and AMgMiner use 48% and 60%, respectively, of the memory required by allEdges for

mining all FASs. Moreover, on average, AMgMiner is 3 times faster than MgVEAM; while

MgVEAM only requires 80% of the memory required by AMgMiner for mining all FASs. This

is because AMgMiner uses some prunings for reducing the search space exploration during

the mining process, but these prunings require additional memory; while MgVEAM only uses

the downward closure to prune the search space.

In order to evaluate and show the performance of our proposals in real-world scenarios,

we apply MgVEAM and AMgMiner over two real-world multi-graph collections (PROT-DB

and WEB-DB). For showing the performance of our algorithm over both PROT-DB and

WEB-DB multi-graph collections with the same amount of multi-graphs and due to PROT-

DB contains only 600 multi-graphs, we take 600 multi-graphs from WEB-DB. In WEB-DB,

the 600 multi-graphs have 9395 vertex labels and 64 edge labels, the average size of the

multi-graphs is 65 vertices and 51 edges, and an average of 43 multi-edges per graph. In

PROT-DB, the 600 multi-graphs have 3 vertex labels and 986 edge labels, the average size of

the multi-graphs is 33 vertices and 73 edges, and an average of 69 multi-edges per graph.

In Figures 5.10 and 5.11, we show the performance of MgVEAM and AMgMiner over

PROT-DB and WEB-DB, respectively. Each figure is split into five sub-figures: (a) runtime;

(b) memory required for mining FASs; (c) number of duplicated candidates; (d) amount

of canonical form tests performed during the mining process; and (e) the number of FASs

identified by our proposals. These results were achieved by MgVEAM and AMgMiner over

the specified multi-graph collection using different support threshold values (i.e., values from

0.02 to 0.06 with increments of 0.01). These support threshold values were chosen for allowing

to perform all the experiments in a reasonable time. As similarity threshold (τ), we used the

average of the values in the substitution matrices of each collection (i.e., τ = 0.55). For
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Figure 5.10: Performance of MgVEAM and AMgMiner, using the similarity threshold τ = 0.55 with
different values for the support threshold minsup, over PROT-DB.
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Figure 5.11: Performance of MgVEAM and AMgMiner, using the similarity threshold τ = 0.55 with
different values for the support threshold minsup, over WEB-DB.
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building the substitution matrices, since in these collections all edge labels are numerical, we

manually assigned greater substitution probabilities to nearer values; on the other hand, since

vertex labels are categorical, only substitutions by equality were allowed.

As we can see from Figures 5.10(a-b) and 5.11(a-b), the higher the support threshold

the less runtime and memory are required by MgVEAM and AMgMiner for mining FASs over

PROT-DB and WEB-DB. This happens because the performance of our proposed FAS miners

is mainly affected by the number of duplicate candidates (see Figures 5.10(c) and 5.11(c))

mined from the collection and the number of canonical form tests performed (see Figures

5.10(d) and 5.11(d)), and when the support threshold increases less candidates fulfill the

support restriction and therefore, less FASs are found (see Figures 5.10(e) and 5.11(e)), and

less canonical form tests are performed. For this reason, the runtime required by MgVEAM

and AMgMiner over WEB-DB is smaller than from PROT-DB.

In Figures 5.10(c-d) and 5.11(c-d), the usefulness of the prunings included into the

AMgMiner algorithm is illustrated. In AMgMiner, only those patterns that are in canonical

form are grown and the growth is performed over the right-most vertex; then, the number

of candidates to process is reduced. This reduction leads to a decrement in the number of

duplicate candidates, as well as the number of canonical form tests performed during the

mining process. Therefore, as we can see in Figures 5.10(c-e) and 5.11(c-e), on average,

AMgMiner identified 10% and 19% of duplicate candidates less than MgVEAM over WEB-

DB and PROT-DB, respectively. In this way, on average, AMgMiner performs only 4% and

1% of the canonical form tests performed by MgVEAM during the mining process over WEB-

DB and PROT-DB, respectively. These reductions lead to shorter runtimes for mining the

same number of FASs.

Finally, according to the results shown in Figures 5.10 and 5.11, AMgMiner had better

performance than MgVEAM (being AMgMiner 2 times faster than MgVEAM) over these real-

world multi-graphs collections, but MgVEAM uses less memory than AMgMiner for mining

all FASs (a memory reduction of 3%).
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5.4 Summary and Conclusions

In this Chapter, the canonical adjacency matrix (CAM) and the depth-first search (DFS)

canonical code have been extended for representing isomorphic multi-graphs. These ex-

tensions can be used for developing new frequent multi-graph mining algorithms. More

specifically, these extended canonical forms were used for introducing two new algorithms

(MgVEAM and AMgMiner). The proposed algorithms directly mine FASs from multi-graph

collections, allowing approximate matching between edge and vertex labels but keeping the

graph structure.

The performance of MgVEAM and AMgMiner, in terms of runtime and memory re-

quired for mining FASs, over synthetic multi-graph collections was compared against the

allEdges method proposed in Section 4.1. According to our experiments, MgVEAM and

AMgMiner are clearly faster, for mining FASs from muti-graph collections, in terms of run-

time and memory, than allEdges. However, it is important to highlight that in allEdges, any

traditional FAS miner can be applied and this allows mining different kinds of patterns on

multi-graph collections.

On the other hand, AMgMiner performs less canonical form tests and identifies a smaller

number of duplicate candidates than MgVEAM; while MgVEAM requires less memory than

AMgMiner for mining FASs. Then, MgVEAM is the option to consider when the memory is

a critical element; otherwise AMgMiner is the best option for mining FASs.

Appendix A shows some experiments on using the FASs mined by the algorithms pro-

posed in this chapter.



CHAPTER 6
MINING REPRESENTATIVE PATTERNS

In several real-world applications, it is common that a large number of frequent approximate

subgraphs (FASs) is mined when a FAS miner is applied (Jia et al., 2011; Flores-Garrido et al.,

2014; Acosta-Mendoza et al., 2016b; Emmert-Streib et al., 2016), making difficult the further

use of them. For this reason, several researchers have focused on mining only representative

(maximal, closed or clique, among others) subgraphs from the whole set of FASs (Yan and

Han, 2003; Cavique et al., 2009; Flores-Garrido et al., 2014; Xu et al., 2014; Lartillot, 2015;

Li and Wang, 2015; Liu and Gribskov, 2015; Caiyan and Ling, 2016; Chalupa, 2016; Chen

et al., 2016; El Islem Karabadji et al., 2016; Hahn et al., 2016; Hao et al., 2016; Segundo

et al., 2016; Salma, 2016; Shu-Jing et al., 2016; Unil and Gangin, 2016; Yi-Cheng et al., 2016;

Demetrovics et al., 2017; Lu et al., 2017; Wu et al., 2017).

There are two alternatives for mining representative FASs: (1) directly mining only

the representative FASs from a graph collection, and (2) mining all FASs and, in a post-

processing step, extracting those representative FASs from the whole set. However, in the

second alternative, a process for filtering out non-representative patterns is required, which

adds additional computational cost to the graph mining process. Therefore, in this research,

we followed the first alternative.

In this chapter we introduce two new algorithms for mining representative FASs (i.e.,

maximal, closed and clique) from multi-graph collections. Finally, through different experi-

ments, we will show the performance of the proposed algorithms over synthetic and real-world

multi-graph collections.

78
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6.1 Maximal and Closed FASs

A well-known technique to obtain a set of representative FASs is by mining only maximal

patterns. A maximal FAS (Huan et al., 2004; Thomas et al., 2010; Kimelfeld and Kolaitis,

2013; Flores-Garrido et al., 2014; Liu and Gribskov, 2015; Salma, 2016) is a FAS that is

not sub-isomorphic to another FAS. An example of how the set of FASs can be reduced by

preserving only the maximal ones is shown in Figure 6.1. Supposing that we mine FASs over

the multi-graph collection D′ = {G1, G2, G3, G4} of Figure 6.1(a) using minsup = 3/4 and

τ = 0.55, Figures 6.1(b) and 6.1(c) illustrate the whole set of FASs and the maximal ones,

respectively. As we can notice, the number of FASs is considerably reduced, from 32 to 2,

when only the maximal FASs are mined in D′.

From the maximal FASs it is possible to recompute the whole set of FASs because

all of them are summarized into the maximal ones. However, from the maximal FASs, the

information about the support of the non-maximal FASs cannot be retrieved. To face this

problem, in several applications, closed patterns are used (Yan and Han, 2003; Yan et al.,

2003; Cheng et al., 2006; Borgelt and Meinl, 2009; Takigawa and Mamitsuka, 2011; Lartillot,

2015; Demetrovics et al., 2017). A closed frequent subgraph is a pattern that is not sub-

isomorphic to another frequent subgraph with the same frequency (Yan and Han, 2003; Song

and Chen, 2006; Borgelt and Meinl, 2009; Takigawa and Mamitsuka, 2011; Salma, 2016;

Demetrovics et al., 2017). Thus, from the closed frequent subgraphs, which is a superset of

the maximal ones, it is possible to recompute the whole set of frequent subgraphs including

the information about their support. For this reason, the closed patterns are commonly used

for reducing the size of a pattern set. It is important to highlight that, commonly the number

of closed patterns is larger than the number of maximal ones, but they are less than the

number of whole frequent patterns.

An important detail to take into account is that, in our approximate context, when we

apply the traditional closed condition over the FASs, usually the whole set of FASs is obtained,

since in the approximate graph mining approach rarely two patterns have exactly the same
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(a) A multi-graph collection D′ = {G1, G2, G3, G4}.
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Figure 6.1: Example of all FASs and the maximal FASs mined form a multi-graph collection D′ =
{G1, G2, G3, G4}; supposing that minsup = 3/4, τ = 0.55 and the labels D, 2 and 3 can substitute
the labels E, 1 and 4, respectively, where LV = {A,B,C,D,E} and LE = {0, 1, 2, 3, 4, 5}.

frequency. An example of this fact can be seen in Figure 6.2, where we show the FASs mined

from the multi-graph collection D′ of Figure 6.1, including the frequency, denoted by s, of

each mined FAS. As it can be seen, if we apply the traditional closed condition over these

patterns, the whole set of FASs is kept as closed patterns because there is not a FAS with the

same frequency of any of its sub-isomorphic FASs. Thus, another solution, called δ-tolerance

or generalized closed patterns (Cheng et al., 2006, 2008; Boley et al., 2009; Bringmann et al.,
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2011; Takigawa and Mamitsuka, 2011; Gay et al., 2012), was proposed for allowing a relaxation

for the strict closed condition. Then, following this idea, in Definition 6.1, we introduce the

generalized closed FAS.
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Figure 6.2: The set of all FASs, and each support value s, mined from the multi-graph collection of
Figure 6.1(a); supposing that minsup = 3/4, τ = 0.55 and the labels D, 2 and 3 can replace the
labels E, 1 and 4, respectively, where LV = {A,B,C,D,E} and LE = {0, 1, 2, 3, 4, 5}.

Definition 6.1 (Generalized closed frequent approximate subgraph). Given a multi-graph collection

D′, a minimum support threshold minsup, a similarity threshold τ , a closed threshold δ ∈ [0, 1], and

a frequent multi-graph G in D′, G is a generalized closed FAS iff there is no FAS G′ such that G is
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subgraph of G′ and appSup(G′, D′) ≥ (1− δ)appSupp(G,D′).

As it can be seen from Definition 6.1, when δ = 0 the generalized closed condition

becomes into the traditional closed condition. Moreover, when δ = 1 the generalized closed

condition becomes into the maximal condition because appSup(G′, D′) is always greater than

or equal to 0 and the only way that G would be a generalized closed FAS if it does not have

frequent super-graphs (i.e., it is a maximal FAS). Using this generalized closed condition,

when 0 < δ < 1, we can obtain more patterns than using the maximal condition, but less

than using the traditional closed one; because the generalized closed condition allows filtering

sub-patterns with small frequency differences. Then, if we have an algorithm for computing

the generalized closed FASs from a multi-graph collection, we can also use it for mining both

maximal and traditional closed FASs. Therefore, in this section, we propose an algorithm for

mining generalized closed FASs in multi-graph collections.

6.1.1 The GenCloMgVEAM Algorithm

For mining generalized closed FASs, we extend our proposed MgVEAM algorithm. The main

idea of our extension, called GenCloMgVEAM (Generalized Closed Multi-graph Vertex

and Edge Approximate Miner), consists in, following the approximate graph mining pro-

cess of MgVEAM (see Section 5.1.2) but storing only those FASs that fulfill the generalized

closed condition (Definition 6.1). This condition can be verified during the mining process

of MgVEAM because when a FAS G is recursively extended by adding an edge, if all the

frequent extensions of G fulfill the generalized closed condition regarding G, then G is stored

as a generalized closed FAS; otherwise G is discarded.

Including the above mentioned idea into a frequent subgraph algorithm it is possible to

obtain algorithms for mining generalized closed FASs without additional cost for the original

mining process. However, likewise our proposed AMgMiner algorithm (see Section 5.2), some

reported algorithms introduce prunings in the search space and in the pattern growth process
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for speeding up the mining process. In this case, the generalized closed condition verification

incorporates additional cost. For this reason, we decide to extend MgVEAM instead of

AMgMiner.

GenCloMgVEAM is outlined in Algorithm 6.1, where the frequent approximate single-

vertex set is firstly identified in a collection of multi-graphs D′. Then, iterating among

this vertex set, GenCloMgVEAM extends each FAS T by calling the function SearchGen-

CloMgVEAM ; traversing only those multi-graphs Gi ∈ D′ that contain at least one occurrence

of T .

In Algorithm 6.2, the process performed by the SearchGenCloMgVEAM function is

detailed. This function, recursively performs the extension of FASs. The candidate set is

obtained by calling the GenCandidateMgVEAM function; extending a FAS by all possible

extensions (by adding one edge at each time). Then, only those candidates that fulfill the sup-

port constraint and which have not been identified in previous steps are recursively extended

by the SearchGenCloMgVEAM function. During this process, only those patterns that are

identified as generalized closed FASs are kept as output (see lines 3− 5 of Algorithm 6.2).

Algorithm 6.1: GenCloMgV EAM(D′, τ,minsup, δ, F )

Input: D′ : Multi-graph collection, τ : Similarity threshold, minsup : Support threshold, δ :
Closed threshold.

Output: F : Generalized closed frequent approximate subgraphs in D′.

C ←The frequent approximate single-vertex graph set in D′ ; // based on Definition 2.61

F ← C; NF ← ∅;2

foreach T ∈ C do3

D′T ←The subgraphs of D′ in which T is approximate sub-isomorphic to T ;4

SearchGenCloMgVEAM(T,D′T , D
′, τ,minsup, δ, F,NF);5

The goal of the GenCandidateMgVEAM function, as it was described in Section 5.1.2,

is to compute all candidate extensions of a given frequent multi-graph G′. In GenCandi-

dateMgVEAM, all extensions of G′ and their occurrences in the multi-graph collection D′G′

are searched; computing and storing their corresponding CAM codes and their similarity

values.
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Algorithm 6.2: SearchGenCloMgV EAM(G′, D′G′ , D
′, τ,minsup, δ, F,NF )

Input: G′ : FAS, D′G′ : Occurrence set of G′, D′ : Multi-graph collection, τ : Similarity
threshold, minsup : Support threshold, δ : Closed threshold, NF : Multi-graph set.

Output: F : Generalized closed FASs in D′.

C ← GenCandidateMgVEAM(G′, D′G′ , D
′, τ) ; // Algorithm 5.41

foreach T ∈ C do2

if appSupp(T,D′) ≥ minsup then3

if appSup(T,D′) ≥ [1− δ]appSupp(G′, D′) then4

F ← F \ {G′}; NF ← NF ∪ {G′} ; // based on Definition 6.15

if T /∈ F and T /∈ NF then6

F ← F ∪ {T};7

D′T ←The subgraphs of D′ which are approximate sub-isomorphic to T ;8

SearchGenCloMgVEAM(T,D′T , D
′, τ,minsup, δ, F,NF);9

It is important to highlight that, in GenCloMgVEAM, the order of the pattern iden-

tification does not alter the final result. This is because we always extend an edge from all

possible extensions of each FAS. This growing process allows finding the FASs from all pos-

sible traverses, then, all FASs are mined from any starting vertex. In this way, the support

values of the extended FASs and their children are known in the growing process; allowing

verifying the generalized closed condition without including additional computational cost

into the mining process. Then, the final result of GenCloMgVEAM only depends of the

pattern frequencies and it does not depend of the pattern identification order.

Our GenCloMgVEAM algorithm examines the same set of candidate as MgVEAM;

besides, the generalized closed condition verification, which was included for keeping only

generalized closed FASs, does not introduces additional costs to the mining process because

it is a comparison between two pre-calculated support values. For these reasons, the compu-

tational complexity of MgVEAM is kept in GenCloMgVEAM, which is O(dmm!lV lEnn!); in

the worst case, for a multi-graph collection containing d multi-graphs with n vertices and m

edges, where lV and lE are the number of vertex and edge labels, respectively.
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6.2 Clique FASs

Another kind of patterns that has been commonly used for representing the whole set of the

mined FASs is the clique FASs. In real-world applications such as biochemical compounds

analysis and communities detection, clique patterns have been used for representing the mined

patterns (Huan et al., 2006; Cavique et al., 2009; Jia et al., 2009; Tsourakakis, 2014; Xu et al.,

2014; Chalupa, 2016; Chen et al., 2016; Hahn et al., 2016; Segundo et al., 2016; Lu et al.,

2017). As in Definition 6.2, a clique subgraph is a pattern where every pair of vertices are

connected by an edge (Huan et al., 2006; Cavique et al., 2009; Jia et al., 2009; Jungnickel,

2012; Tsourakakis, 2014; Xu et al., 2014; Deo, 2017; Rahman, 2017; Lu et al., 2017).

Definition 6.2 (Clique frequent approximate subgraph). Let G′ be a labeled multi-graph, and let D′

be a multi-graph collection, G′ is a clique frequent approximate subgraph in D′ iff it is a FAS in D′

and each vertex v ∈ VG′ is connected to any other vertex w ∈ VG′ by at least one edge.

In Figure 6.3, we show the clique patterns identified in the multi-graph collection D′ of

Figure 6.1(a). As it can be seen, the number of patterns is reduced from 32 to 18 when only

the clique patterns are kept.

A

B

C

D
C

2

A

B

2

A

B

3

A

C

2

B

C

2

A

B

3 2

A C
2 2

B C
2 2

A

B

C
2

22

A

B

C
2

23

A

B

C

23 2

2

A

B

C

22

2

2
A

B

C

23

2

2
A

B

C
2

2

3 2
2

Figure 6.3: Example of clique FASs identified from the multi-graph collection D′ =
{G1, G2, G3, G4} of Figure 6.1; supposing that minsup = 3/4, τ = 0.55 and the labels D,
2 and 3 can substitute the labels E, 1 and 4, respectively, where LV = {A,B,C,D,E} and
LE = {0, 1, 2, 3, 4, 5}.
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6.2.1 The CliqueAMgMiner algorithm

Our proposed algorithm for mining clique FASs from multi-graph collections, called

CliqueAMgMiner (Clique Approximate Multi-graph Miner), is an extension of our AMg-

Miner algorithm introduced in Section 5.2.2. CliqueAMgMiner follows the procedures of

AMgMiner for mining all the FASs but storing only those patterns that are clique, accord-

ing to Definition 6.2. It is important to highlight that we extend AMgMiner instead of

MgVEAM because AMgMiner achieved the best runtime performance in our experiments in

Section 5.3. Besides, the clique condition verification introduces the same cost into AMgMiner

and MgVEAM because, in both algorithms, the clique verification consists in traversing the

edge set of each FASs.

The idea of CliqueAMgMiner consists in identifying the clique FASs directly on a multi-

graph collection starting with the frequent approximate single-vertex and single-edge sub-

graphs. Then, each frequent approximate single edge is recursively extended by adding a

single-edge at a time, following a DFS approach, while the support threshold is fulfilled. In

CliqueAMgMiner, only clique patterns are stored in the output FAS set.

CliqueAMgMiner is shown in Algorithm 6.3, where, once all the frequent approximate

single-edge graphs have been computed from a multi-graph collection, each pattern of C (fre-

quent approximate single-edge subgraph) is recursively extended in the SearchClique function.

Algorithm 6.3: CliqueAMgMiner(D′, τ,minsup, F )

Input: D′ : Multi-graph collection, τ : Similarity threshold, minsup : Support threshold.
Output: F : Clique frequent approximate subgraphs in D′.

F ←The frequent approximate single-vertex graph set in D′ ; // based on Definition 2.61

C ←The frequent approximate single-edge graph set in D′ ; // based on Definition 2.62

F ← F ∪ C; NF ← ∅;3

foreach T ∈ C do4

D′T ←The subgraphs of D′ which are approximate sub-isomorphic to T ;5

SearchClique(T,DFScode(T ), D′T , D
′, τ,minsup, F,NF);6

In Algorithm 6.4, the recursive function for extending patterns is shown. This function,
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following a DFS approach, recursively extends each pattern by adding a single edge at a time

while the support threshold is fulfilled. The recursion starts computing the candidate set by

calling the GenCandidateAMgMiner function, which, as we explained in Section 5.2.2, extends

a FAS by all possible extensions (by adding one edge). Then, only those frequent candidates,

which have not been identified in previous steps, are extended; performing a recursive call

to the SearchClique function. Only those patterns that fulfill the clique condition (which

is verified through the isClique function) are kept in the output FAS set (see lines 4 − 5 of

Algorithm 6.4). It is important to highlight that the clique verification is performed only

over those FASs that were obtained by a backward extension (see the line 4 of Algorithm 6.4)

because forward extensions always add a new vertex to the pattern and there is no way that

this vertex is connected to all the other vertices in the pattern. In this way, we avoid to

perform some unnecessary clique verifications.

Algorithm 6.4: SearchClique(G, c,D′G, D
′, τ,minsup, F,NF )

Input: G : FAS, c : DFS code of G, D′G : Occurrence set of the pattern G, D′ : Multi-graph
collection, τ : Similarity threshold, minsup : Support threshold, NF : Multi-graph set.

Output: F : Clique frequent approximate subgraphs in D′.

C ← GenCandidateAMgMiner(c,D′c, D
′, τ) ; // Algorithm 5.71

foreach T ∈ C where T = G � e do2

if appSupp(T,D′) ≥ minsup and T /∈ F and T /∈ NF then3

if e is a backward extension and isClique(T) = true then4

F ← F ∪ {T};5

else NF ← NF ∪ {T};6

D′T ←The subgraphs of D′ which are approximate sub-isomorphic to T ;7

SearchClique(T,DFScode(T ), D′T , D
′, τ,minsup, F,NF);8

It is important to highlight that, in the growing process of CliqueAMgMiner, only

two kinds of extensions can be performed: (1) forward and (2) backward extensions (see

Definition 5.2). Through a forward extension we cannot be able to obtain a clique candidate;

however, if this candidate is frequent, then it is stored as a FAS for future growth. On the

other hand, through a backward extension we can obtain a clique regardless of whether the

extended FAS is clique or not. Then, even if the FASs are extended by an edge and a clique

is not obtained, the pattern growth process continues on all FASs (whether they are clique
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or not). In the pattern growth process, only the clique FAS are stored in the output set and

this process only stops when the support threshold is not fulfilled.

For analyzing the complexity of CliqueAMgMiner, we must take into account that, in

the SearchClique function, the clique condition is verified by traversing all edges in a pattern,

which is, in the worst case, O(m). Then, since the complexity of the SearchAMgMiner func-

tion isO((m−1)!m!)+O((m−1)!mlV lE) (see Section 5.2.2), the complexity of the SearchClique

function is O(m(m−1)!m!)+O(m(m−1)!mlV lE)). Thus, the complexity of CliqueAMgMiner

is, in the worst case, O(dn) +O(dm) +O(dm(m− 1)!m!) +O(dm(m− 1)!mlV lE)), resulting

O(dn) + O(d(m!)2) + O(dm!mlV lE)); for a multi-graph collection containing d multi-graphs

with n vertices and m edges, where lV and lE are the number of vertex and edge labels,

respectively.

6.3 Experiments and Results

For evaluating the performance of GenCloMgVEAM and CliqueAMgMiner, we carried out

experiments over synthetic and real-world multi-graph collections. Besides, for showing that

the generalized closed and clique conditions do not add a high cost to the mining process, we

compare the performance of GenCloMgVEAM and CliqueAMgMiner with the performance of

MgVEAM and AMgMiner (proposed in the sections 5.1.2 and 5.2.2, respectively). Moreover,

since we are aiming to reduce the number of FASs, we contrast the number of representative

FASs regarding all FASs (mined by MgVEAM and AMgMiner).

The synthetic multi-graphs used for our first experiment are the same collections of the

sections 4.3 and 5.3, which were generated using the PyGen graph emulation library following

three strategies: first, the size of the collection |D| = 1000 and the number of edges |E| = 40

were fixed, and the number of vertices |V | was varied from 10 to 50, with increments of 10;

second, we fixed |V | = 20 and |D| = 1000, varying |E| from 10 to 50, with increments of 10;

and finally, |D| was varied from 1000 to 5000, with increments of 1000, but fixing |V | = 20
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and |E| = 40. On the other hand, for our second experiment, we used the same two multi-

graph collections, PROT-DB and WEB-DB, of Section 5.3. WEB-DB has 600 multi-graphs,

9395 vertex labels and 64 edge labels, the average size of the multi-graphs is 65 vertices and

51 edges, with an average of 43 multi-edges per graph. PROT-DB has 600 multi-graphs, 3

vertex labels and 986 edge labels, the average size of the multi-graphs is 33 vertices and 73

edges, with an average of 69 multi-edges per graph. All our experiments were carried out on

a personal computer with an Intel(R) Core(TM) i5-3317U CPU @ 1.70 GHz with 4 GB of

RAM. All the algorithms were implemented in ANSI-C and executed on Microsoft Windows

10.

In Figure 6.4, we show the runtimes of GenCloMgVEAM and CliqueAMgMiner, for

mining representative FASs from different synthetic multi-graph collections. In this figure,

the runtimes of MgVEAM and AMgMiner are also shown for contrasting the performance

of these algorithms against the performance of our representative FAS miners. This figure

is split in three sub-figures according to the characteristics of the collections: (a) fixing |D|

and |E|, varying |V |; (b) fixing |D| and |V |, varying |E|; and (c) fixing |V | and |E|, varying

|D|. All the results reported in these sub-figures were achieved with a similarity threshold

τ = 0.55 and a support threshold minsup = 0.02, as it is explained in Section 4.3 for these

collections.

As we can see in Figure 6.4, when the number of vertices grows, less runtime is required

for mining FASs (see Figure 6.4(a)), this happens because, since the number of edges is fixed

to 40, the greater the number of vertices the less dense the multi-graphs in the collection;

and therefore, as we will show in Figure 6.5, fewer FASs are mined. When the number of

edges and the size of the collection grow, a longer runtime is required for mining FASs (see

figures 6.4(b-c)). In fact, the greater the number of edges, the more dense the multi-graphs,

and consequently, more FASs are mined; while the greater the number of multi-graphs, the

larger the number of occurrences for each FAS, and thus, the larger the search space.

The results reported in Figure 6.4 show that GenCloMgVEAM and MgVEAM have the
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(a) Multi-graph collections obtained by varying |V |,
keeping |D| = 1000 and |E| = 40.
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(b) Multi-graph collections obtained by varying |E|,
keeping |D| = 1000 and |V | = 20.
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(c) Multi-graph collections obtained by varying |D|,
keeping |V | = 20 and |E| = 40.

Figure 6.4: Runtime, in seconds, achieved by AMgMiner, MgVEAM, GenCloMgVEAM and
CliqueAMgMiner with different closed threshold δ values, a support threshold minsup = 0.02 and a
similarity threshold τ = 0.55 over synthetic multi-graph collections.

same performance, in terms of runtime; while CliqueAMgMiner requires slightly more runtime

than AMgMiner. In this way, as we expected, the generalized closed condition verification

introduced into MgVEAM does not affect the GenCloMgVEAM performance, and despite the

computational cost added by the clique condition verification into AMgMiner, the runtime is

not highly increased.

The size of the representative FAS subset mined by GenCloMgVEAM and CliqueAMg-

Miner over the synthetic multi-graph collections is shown in Figures 6.5, 6.6 and 6.7. In

Figure 6.5, the used multi-graph collections were obtained by fixing |D| = 1000 and |E| = 40,
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varying |V | from 10 to 50 with increments of 10. In Figure 6.6, the used multi-graph col-

lections were obtained by fixing |D| = 1000 and |V | = 20, varying |E| from 10 to 50 with

increments of 10; while the collections used in Figure 6.6 were obtained by setting |V | = 20

and |E| = 40, varying |D| from 1000 to 5000 with increments of 1000. It is important to

highlight that, all FASs are the patterns mined by AMgMiner, MgVEAM and allEdges, the

generalized closed FASs were mined by GenCloMgVEAM with different closed threshold (δ)

values, and the clique FASs were mined by CliqueAMgMiner. Besides, when δ = 0 and δ = 1,

the patterns mined are the traditional closed FASs and the maximal FASs, respectively.
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Figure 6.5: Number of FASs identified by AMgMiner (“All FASs”), as well as GenCloMgVEAM
(“Generalized closed FASs”) and CliqueAMgMiner (“Clique FASs”) with different closed threshold
δ values, a support threshold minsup = 0.02 and a similarity threshold τ = 0.55 over synthetic
multi-graph collections obtained by varying |V |, keeping |D| = 1000 and |E| = 40.

From Figures 6.5, 6.6 and 6.7, it can be noticed that, on average, by mining clique FASs

we achieved a remarkable reduction of 72% of the whole set of FASs. On the other hand,

by mining generalized closed FASs we obtained a reduction of 7%; this happens because the

mined patterns in these collections are very small (FASs with two or three edges). Therefore,

most of these FASs are already maximal or closed.

In our second experiment, we apply GenCloMgVEAM, CliqueAMgMiner, AMgMiner
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Figure 6.6: Number of FASs identified by AMgMiner (“All FASs”), as well as GenCloMgVEAM
(“Generalized closed FASs”) and CliqueAMgMiner (“Clique FASs”) with different closed threshold
δ values, a support threshold minsup = 0.02 and a similarity threshold τ = 0.55 over synthetic
multi-graph collections obtained by varying |E|, keeping |D| = 1000 and |V | = 20.
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Figure 6.7: Number of FASs identified by AMgMiner (“All FASs”), as well as GenCloMgVEAM
(“Generalized closed FASs”) and CliqueAMgMiner (“Clique FASs”) with different closed threshold
δ values, a support threshold minsup = 0.02 and a similarity threshold τ = 0.55 over synthetic
multi-graph collections obtained by varying |D|, keeping |V | = 20 and |E| = 40.
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and MgVEAM over WEB-DB and PROT-DB using different closed threshold values (from

δ = 0 to 1 with increments of 0.2) for GenCloMgVEAM and the same values for the support

(from minsup = 0.02 to 0.06 with increments of 0.01) and similarity (τ = 0.55) thresholds

described in Section 5.3. In Figure 6.8, the runtimes of GenCloMgVEAM, CliqueAMgMiner,

AMgMiner and MgVEAM are shown.

Figure 6.8 is split into two sub-figures by showing the runtime required for each algo-

rithms over (a) WEB-DB and (b) PROT-DB. All the results reported in these sub-figures

were achieved with the similarity threshold τ = 0.55, as explained in Section 5.3.

0

10

20

30

40

50

60

0.02 0.03 0.04 0.05 0.06

R
u

n
 

m
e

 (
se

co
n

d
s)

Support threshold

GenCloMgVEAM MgVEAM CliqueAMgMiner AMgMiner

(a) WEB-DB.
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Figure 6.8: Performance, in terms of runtime (seconds), achieved by AMgMiner, MgVEAM, Gen-
CloMgVEAM and CliqueAMgMiner with different support thresholdminsup values and a similarity
threshold τ = 0.55 over two real-world multi-graph collections.

As we can see from Figure 6.8, as in the experiments over synthetic multi-graph collec-

tions, GenCloMgVEAM and MgVEAM achieved the same performance, in terms of runtime;

while CliqueAMgMiner requires slightly more runtime than AMgMiner. This experiment

confirms that the generalized closed condition does not affect the graph mining performance

of GenCloMgVEAM, and that the complexity introduced by the clique condition verification

is low.

On the other hand, in Figure 6.9, we show the size of the representative subset of FASs

mined by GenCloMgVEAM and CliqueAMgMiner over WEB-DB and PROT-DB. This Figure

contains two sub-figures for showing the results achieved by the algorithms over: (a) WEB-
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DB, and (b) PROT-DB. In these sub-figures, the number of FASs mined by AMgMiner (i.e.,

all FASs), the number of generalized closed FASs mined by GenCloMgVEAM with different

closed threshold (δ) values, and the number of clique FAS mined by CliqueAMgMiner are

shown.
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Figure 6.9: Number of FASs identified by AMgMiner (denoted as “All FASs”), CliqueAMgMiner
(denoted as “Clique FASs”) and GenCloMgVEAM (denoted as “Generalized closed FASs”) with dif-
ferent closed threshold δ values, different support threshold minsup values and a similarity threshold
τ = 0.55 over two real-world multi-graph collections.

In Figure 6.9(a), over WEB-DB, it can be seen that, unlike in the experiment over

the synthetic multi-graph collections, the number of representative FASs obtained by Gen-

CloMgVEAM and CliqueAMgMiner is clearly smaller than the whole set of FASs. In this

case, on average, GenCloMgVEAM achieves a FAS reduction of 30% over WEB-DB; while

by mining the clique FASs we obtain a reduction of 16%. In this multi-graph collection,

the identified FASs are highly connected, resulting into a large number of clique FASs, and

consequently, CliqueAMgMiner does not reduce too much the FAS set. On the other hand,

as we can see in Table 6.9(b), in most cases, GenCloMgVEAM mines all FASs when the

traditional closed patterns are searched (i.e., when δ = 0). In this way, we can conclude

that, for reducing the size of the FAS set, the traditional closed FASs are less useful than

the generalized closed ones mined by GenCloMgVEAM. Furthermore, over PROT-DB, the

highest reduction was obtained by mining the clique FASs, which, on average, is 95%; while
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by mining the generalized closed FASs we obtained a reduction of 12%. It is important to

highly that the patterns identified in PROT-DB were less connected than the ones mined in

WEB-DB. Therefore, with the clique FASs we achieved a high reduction of the set of FASs.

6.4 Summary and Conclusions

In this Chapter, we introduced two algorithms, GenCloMgVEAM and CliqueAMgMiner, for

mining representative frequent approximate subgraphs (FASs) from multi-graph collections.

GenCloMgVEAM is an extension of MgVEAM (proposed in Section 5.1.2) for mining gen-

eralized closed FASs by including the generalize closed condition into the mining process.

GenCloMgVEAM is able to mine traditional closed or maximal FASs, by setting the closed

threshold δ to 0 or 1, respectively. CliqueAMgMiner is an extension of our proposed AMg-

Miner algorithm for mining clique FASs.

The performance of GenCloMgVEAM and CliqueAMgMiner, in terms of runtime and

the number of representative FASs, over synthetic and real-world multi-graph collections

was evaluated. From our results we can conclude that, by using GenCloMgVEAM and

CliqueAMgMiner, the execution time required for mining all FASs is kept similar to MgVEAM

and AMgMiner, respectively, but reducing the size of the FAS set. As it can be seen in Sec-

tion 6.3, the generalized closed FASs are the best option for mining a smaller subset of FASs

when the multi-graphs in the collection, and therefore the mined FASs are highly connected;

while the clique FASs are the best option when the multi-graphs of the collection and there-

fore the FASs are less connected. Moreover, as it was expected, in most cases, the traditional

closed patterns did not reduce the number of FASs as the generalized closed patterns.

In Appendix A, we present an example of how to use the FASs mined by the algorithms

proposed in this chapter, comparing the results achieved by using representative FASs with

the results obtained by using all FASs.



CHAPTER 7
CONCLUSIONS AND FUTURE WORK

Frequent Approximate Subgraph (FAS) mining has been successfully addressed for simple-

graphs; however, although multi-graphs having been used for representing entities in several

applications (Cazabet et al., 2015; Goonetilleke et al., 2015; Hulianytsky and Pavlenko, 2015;

Setak et al., 2015; Terroso-Saez et al., 2015; Wang et al., 2015; Wei et al., 2015; Youssef et al.,

2015; Verma and Bharadwaj, 2017), before this Ph.D. research, there were no algorithm for

mining FASs from multi-graph collections.

For solving the lack of multi-graph FAS mining algorithms, in this Ph.D. research,

we first proposed a method (called allEdges) based on graph transformations, which allows

the application algorithms designed for mining all FASs from simple-graph collections to

mine multi-graph FASs. After, looking for speeding up the mining process, we proposed

another method (called onlyMulti), also based on graph transformations, which is faster than

allEdges, but it does not mine all FASs from a multi-graph collection. Although using our

proposed methods allows the application of any traditional FAS miner (e.g. APGM (Jia

et al., 2011), RAM (Zhang and Yang, 2008), REAFUM (Li and Wang, 2015)), in both cases,

the graph transformation process increases the size of the graphs in the collections, which

also increases the computational cost of the mining process. For this reason, we focused on

directly mining FASs from multi-graph collections (i.e., without transformations). To this

end, since the canonical form based on adjacency matrices (CAM canonical form) has been

widely used for mining FASs, we decided to use it for developing a new algorithm. However,

the CAM canonical form was designed for simple-graphs, therefore, in this work, we extended

this canonical form to allow representing isomorphic multi-graphs. After, using the extended

version of the CAM canonical form, we proposed the MgVEAM algorithm for directly mining

all FASs from multi-graph collections. Despite, the CAM canonical form having been widely

96
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used in FAS mining, in the context of mining exact graph patterns, those algorithms based on

the depth-first search canonical form (DFS canonical form) have reported better performance

than those based on the CAM canonical form. Thus, we also extended the DFS canonical

form for representing isomorphic multi-graphs and, based on this extension, we proposed the

AMgMiner algorithm for directly mining all FASs from multi-graph collections. AMgMiner

is faster than MgVEAM, but MgVEAM requires less memory than AMgMiner for mining all

multi-graph FASs. It is important to highlight that with our proposed FAS miners (allEdges,

onlyMulti, MgVEAM and AMgMiner) the first specific objective of this Ph.D. research about

proposing algorithms for FAS mining in multi-graph collections, was achieved.

On the other hand, when a FAS miner is applied, it is common to obtain a large

number of patterns. Therefore, in order to reduce the number of mined patterns, we proposed

the GenCloMgVEAM algorithm, which is an extension of MgVEAM for mining generalized

closed FASs. For developing GenCloMgVEAM, we decided to extend MgVEAM instead of

AMgMiner because verifying if a pattern is a generalized closed FAS does not add a high

computational cost to the MgVEAM mining process, as it would do to the AMgMiner’s

(as it was explained in Chapter 6). GenCloMgVEAM is able to mine both maximal and

traditional closed FASs from multi-graph collections by fixing the closed threshold (δ) to 1

or 0, respectively. In this way, we fulfilled the second and third specific objectives of this

research, which respectively consist in proposing algorithms for mining maximal and closed

FASs from multi-graph collections.

Finally, we proposed an algorithm (called CliqueAMgMiner), which is an extension of

AMgMiner, for mining clique FASs from multi-graphs collections. For developing CliqueAMg-

Miner, we decided to extend AMgMiner because it is faster than MgVEAM and verifying the

clique condition adds the same computational cost to both MgVEAM and AMgMiner. With

CliqueAMgMiner we fulfill the fourth specific objective of this research about proposing an

algorithm for computing clique FASs from multi-graph collections.

With all the algorithms (allEdges, onlyMulti, MgVEAM, AMgMiner, GenCloMgVEAM
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and CliqueAMgMiner) proposed in this research, the general aim about proposing algorithms

for mining representative FASs from multi-graph collections, was successfully achieved.

In the following sections, we present the conclusions, contributions and publications

derived from this Ph.D. research. Finally, we discuss some future research directions.

7.1 Conclusions

Regarding our proposed methods based on graph transformations for mining multi-graph

FASs, we conclude that:

• It is possible to mine multi-graph FASs from multi-graph collections with simple-graph

FAS miners by means of graphs transformations.

• onlyMulti is faster than allEdges but the first one does not mine all multi-graph FASs,

as the last one does.

• Both allEdges and onlyMulti allow applying other simple-graph FAS miners for mining

FASs over multi-graph collections.

• Both allEdges and onlyMulti can be successfully used in real-world applications where

the number of edges is less than 50 and the number of multi-graphs in the collection is

not greater than 5000.

From our algorithms (MgVEAM and AMgMiner) proposed for directly mining multi-

graph FASs from multi-graph collections, we conclude that:

• It is possible to mine all multi-graph FASs directly from multi-graph collections.

• MgVEAM and AMgMiner mine all FASs from multi-graph collections more efficiently,

in terms of runtime and memory, than our methods based on graph transformations.
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• AMgMiner is faster than MgVEAM, but MgVEAM requires less memory than AMg-

Miner for mining all multi-graph FASs.

• The extended CAM and DFS canonical forms can be used for reducing the number of

comparisons at developing new algorithms for mining FASs from multi-graphs.

• In real-world applications where the multi-graph collections are highly connected,

MgVEAM could be the best option, because the CAM canonical form requires less

memory than the DFS one to represent isomorphic multi-graphs; otherwise, AMgMiner

is the best option.

• Both MgVEAM and AMgMiner can be successfully used in real-world applications

where the number of edges is less than 80 and the number of multi-graphs is slightly

greater than 5000.

Regarding our proposed algorithms for mining representative FASs from multi-graph

collections, we conclude that:

• It is possible to mine closed, maximal and clique FASs directly from multi-graph col-

lections.

• GenCloMgVEAM requires the same runtime as MgVEAM, showing that verifying if a

pattern is a generalized closed FAS adds a very little computational cost.

• CliqueAMgMiner requires more time than AMgMiner, but the additional time is not too

long because verifying if a pattern is a clique FAS does not add a very high computational

cost.

• Both GenCloMgVEAM and CliqueAMgMiner, as MgVEAM and AMgMiner, can be

successfully used in real-world applications where the number of edges is less than 80

and the number of multi-graphs is slightly greater than 5000.

• It is recommended to use GenCloMgVEAM for reducing the number of FASs when the

multi-graph of the collection are highly connected.
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• CliqueAMgMiner is the best option when the collection has lowly connected multi-

graphs.

7.2 Contributions

The contributions of this Ph.D. research are:

• The allEdges method, based on graph transformations, for mining all multi-graph FASs

on multi-graph collections (Acosta-Mendoza et al., 2015c).

• The onlyMulti method, based on graph transformations, for mining some FASs on

multi-graph collections (Acosta-Mendoza et al., 2015a).

• An extension of the CAM canonical form for representing isomorphic multi-graphs

(Acosta-Mendoza et al., 2017a).

• An extension of the DFS canonical form for representing isomorphic multi-graphs

(Acosta-Mendoza et al., 2016a).

• The MgVEAM algorithm, based on the extended CAM canonical form, for directly

mining all FASs from multi-graph collections (Acosta-Mendoza et al., 2017a).

• The AMgMiner algorithm, based on the extended DFS canonical form, for directly

mining all FASs from multi-graph collections (Acosta-Mendoza et al., 2016a).

• The GenCloMgVEAM algorithm for mining generalized closed FASs from multi-graph

collections (Acosta-Mendoza et al., 2017b).

• The CliqueAMgMiner algorithm for mining clique FASs from multi-graph collections

(we are working on a paper for reporting this result).
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7.3 Publications

The contributions of this Ph.D. research were published in the following papers:

JCR Journals:

• N. Acosta-Mendoza et al. Extension of Canonical Adjacency Matrices for Fre-

quent Approximate Subgraph Mining on Multi-graph Collections. Interna-

tional Journal of Pattern Recognition and Artificial Intelligence, 32(8): 1-25, 1750025,

2017 (Acosta-Mendoza et al., 2017a).

• N. Acosta-Mendoza et al. A New Algorithm for Approximate Pattern Mining

in Multi-graph Collections. Knowledge-Based Systems, 109: 198-207, 2016 (Acosta-

Mendoza et al., 2016a).

Conference proceedings:

• N. Acosta-Mendoza et al. Mining Generalized Closed Patterns from Multi-

graph Collections. Accepted in: 22nd Iberoamerican Congress of Pattern Recognition

(CIARP’2017), LNCS 10657, p. 1-9, 2017 (Acosta-Mendoza et al., 2017b).

• N. Acosta-Mendoza et al. A New Method Based on Graph Transformation

for FAS Mining in Multi-graph Collections. 7th Mexican Conference on Pattern

Recognition (MCPR’2015), LNCS 9116, p. 13-22, 2015 (Acosta-Mendoza et al., 2015c).

Technical Reports and other publications:

• N. Acosta-Mendoza et al. Mineŕıa de subgrafos frecuentes aproximados cerrados

en colecciones de multi-grafos. Technical Report RT 038, Advanced Technologies

Application Center (CENATAV), p. 1-23, 2017 (Acosta-Mendoza et al., 2017c).

• N. Acosta-Mendoza et al. Representative Frequent Approximate Subgraph

Mining in Multi-Graph Collections. Technical Report CCC-15-001, Instituto Na-
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cional de Astrof́ısica, Óptica y Electrónica (INAOE), p. 1-41, 2015 (Acosta-Mendoza

et al., 2015b).

• N. Acosta-Mendoza et al. Mineŕıa de subgrafos frecuentes aproximados para

multi-grafos basada en transformaciones. XIII National Congress on Pattern

Recognition of Cuba (RECPAT’2015), p. 1-8, 2015 (Acosta-Mendoza et al., 2015a).

• N. Acosta-Mendoza et al. Representative Pattern Mining in Graph Collections.

Research in Computing Science, 71: 3-12, 2014 (Acosta-Mendoza et al., 2014).

7.4 Future Work

An immediate line for future research is speeding up the FAS mining process, where some

kind of vectorial or parallel processing could be used for creating more efficient FASs mining

algorithms. In some real-world applications such as social network analysis, multi-graph rep-

resentations take into account edge directions, resulting in directed multi-graphs. Therefore,

extending our proposed algorithms for mining FASs on directed multi-graphs collections is

another possible future research line. Furthermore, in these social network applications, it is

common to represent the problem by using a single multi-graph, then mining representative

FASs from a single multi-graph is another task that is worth to be studied.
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APPENDIX A

A.1 Using Multi-Graph FASs

Several researchers have used multi-graphs for representing images on image classifica-
tion problems (Brun and Kropatsch, 2000; Kropatsch et al., 2005; Morales-González and
Garćıa-Reyes, 2010; Acosta-Mendoza et al., 2012a; Morales-González and Garćıa-Reyes, 2013;
Morales-González et al., 2014). For this reason, we decide to show the use of multi-graph
FASs for image classification. It is important to highlight that this appendix was added just
to show how the multi-graph FASs mined by our proposals can be used in a specific context.

A.1.1 Image Classification based on FASs

For our experiments, we use the graph-based image classification method proposed in (Acosta-
Mendoza et al., 2012a), which is based on FASs, but we will use multi-graphs instead of simple-
graphs. Given a set of images, each image is represented as a multi-graph and we apply the
multi-graph FASs mining algorithms proposed in this thesis over a training set. Then, the
mined multi-graph FASs are used as attributes for building a vectorial representation of the
images. Using this vectorial representation, a traditional classifier is built. Thus, each new
image is represented as a vector by using the FASs obtained from the training set; and it
is classified by the trained classifier. In Figure A.1, we show the workflow of the image
classification method used for our experiments.

For representing an image as a multi-graph, we used a quad-tree approach (Finkel
and Bentley, 1974). We represent each image as it was proposed in (Acosta-Mendoza et al.,
2012a), but using more than one relation among vertices. First, we obtain a quad-tree from the
image by recursively dividing it in quadrants; stopping when a uniform color or a predefined
number (4 for our experiments) of levels is reached (see Figure A.2(a-b)). Then, each leaf of
the quad-tree is represented as a vertex of a multi-graph; where the most frequent color, in
the corresponding quadrant, is used as label (see Figure A.2(c)). Vertices corresponding to
adjacent quadrants are connected by two edges labeled as follows. For one edge, the smallest
angle formed between the line that connects the centers of the two adjacent quadrants and
the horizontal axis is used as label. An example of this angle is shown in Figure A.3, where we
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Figure A.1: Workflow of the image classification method based on multi-graph FASs.

have two angles (α and β) between the horizontal line and the line connecting the quadrants.
In this example, α is selected as the edge label, since α < β. For the other edge, the distance
between the centers of the two adjacent quadrants is used as label; d in Figure A.3(b). Since
there could be a large number of different values for these edge labels, the angle and distance
values were discretized into 24 equal bins for each one, as it was suggested in (Acosta-Mendoza
et al., 2012a).

Once all training images have been represented as multi-graphs, our proposed algo-
rithms are used for mining FASs. Then, following the idea of the bag of words model (O’Hara
and Draper, 2011), the mined FASs are used as words, and each image is represented as a vec-
tor, where each element contains the approximate frequency of a FAS into the image. Next,
using this vectorial representation, a traditional classifier is trained. After, for classifying a
new image, firstly it is represented as a multi graph. Then, through the patterns mined from
the training set, the new image is represented; sorting the patterns as in the training set.
This representation allows to obtain a vectorial representation for the new image similar to
that built for the training set. Finally, a supervised classifier decides the class of the image.

A.1.2 Experiments and Results

Following the classification method described in Section A.1.1, we perform two experiments.
In the first experiment, we show how multi-graph FASs can be used for image classification.
In the second experiment, we show the use of the representative multi-graph FASs mined
by our algorithms. All our experiments were carried out on a personal computer with an
Intel(R) Core(TM) i5-3317U CPU @ 1.70 GHz with 4 GB of RAM. All the algorithms were
implemented in ANSI-C and executed on Microsoft Windows 10.
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Figure A.2: Example of the multi-graph representation for an image.

Figure A.3: Example of the angles formed between the line that connects the centers of the two
adjacent quadrants and the horizontal axis in the multi-graph representation for an image.

A.1.2.1 Graph Collections

In our experiments, an image dataset generated with the Random image generator of Coenen1

is used (Coenen image dataset). Coenen image dataset contains 6000 images distributed in
two classes, which were randomly divided into two sub-sets: one for training with 3500 images

1www.csc.liv.ac.uk/∼frans/KDD/Software/ImageGenerator/imageGenerator.html
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(70%) and another for testing with 1800 images (30%).

Following the graph representation approach described in Section 7.4, we represent the
Coenen image dataset as three graph collections. The first one, named Coenen-Multi, contains
the obtained multi-graphs. The other two collections contain simple-graphs obtained by using
only the edges labeled with angles (Coenen-Angle), and only the edges labeled with distances
(Coenen-Distance).

In Table 1, the characteristics of the graph collections used in our experiment are
presented. In this table, the first column shows the collection identifier. The other five
columns show the number of graphs in the collection, the number of vertex labels, the number
of edge labels, the average number of vertices per graph, and the average number of edges
per graph, respectively.

Table 1: Graph collections used in our experiments.

Collection |D| |LV | |LE | Average |V | Average |E|
Coenen-Angle 6000 21 24 9 13
Coenen-Distance 6000 21 24 9 13
Coenen-Multi 6000 21 48 9 26

A.1.2.2 Multi-Graph FASs vs. Simple-Graph FASs

In this experiment, we compare the use of multi-graphs versus the use of simple-graphs, where
AMgMiner was applied over Coenen-Multi, and VEAM over Coenen-Angle and Coenen-
Distance. Then, the classification results obtained by using multi-graph FASs are compared
with the ones obtained by using simple-graph FASs. For this experiment, two well-known
classifiers were used: SVM with a polynomial kernel and J48graft; taken from Weka v3.6 (Hall
et al., 2009) using the default parameters.

In Table 2, we show the classification results achieved by using as attributes simple-
graph FASs mined over Coenen-Angle and Coenen-Distance, and multi-graph FASs mined
over Coenen-Multi. In this experiment, we use the two substitution matrices and the similarity
threshold (τ = 0.4) suggested in (Acosta-Mendoza et al., 2012a) for this image collection.

Table 2 is composed by three sub-tables with the Accuracy, F-measure and Area under
ROC results, respectively. The highest results per row are highlighted in bold. The first
column of each sub-table shows the values used for the support threshold (0.3, 0.4 or 0.5).
The other three consecutive columns show the classification results in the collection specified
on the top of these columns. Each one of these columns shows the classification (accuracy,
F-measure or area under ROC) results obtained using SVM or J48graft.

As we can see, in Table 2, an improvement in the classification results is achieved when
multi-graph FASs are used. This improvement shows that our proposal is able to provide good
results for image classification, and also reveals the usefulness of multi-graph representations.
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Table 2: Classification results (%) achieved using simple-graph and multi-graph FASs.

(a) Accuracy.
Support Coenen-Angle Coenen-Distance Coenen-Multi
Threshold SVM J48graft SVM J48graft SVM J48graft
0.5 97.67 97.67 96.33 96.33 98.00 98.00
0.4 98.00 98.00 97.67 97.67 98.67 98.67
0.3 98.00 98.33 97.67 98.00 99.00 99.00
Average 97.89 98.00 97.22 97.33 98.56 98.56

(b) F-measure.
Support Coenen-Angle Coenen-Distance Coenen-Multi
Threshold SVM J48graft SVM J48graft SVM J48graft
0.5 97.70 97.70 96.30 96.30 98.00 98.00
0.4 98.00 98.00 97.70 97.70 98.70 98.70
0.3 98.00 98.30 97.70 98.00 99.00 99.00
Average 97.90 98.00 97.23 97.33 98.57 98.57

(c) Area under ROC.
Support Coenen-Angle Coenen-Distance Coenen-Multi
Threshold SVM J48graft SVM J48graft SVM J48graft
0.5 97.70 97.70 96.40 96.40 98.00 98.00
0.4 98.00 98.00 97.70 97.70 98.60 99.30
0.3 98.00 98.30 97.70 98.00 99.00 99.40
Average 97.90 98.00 97.27 97.37 98.53 98.90

A.1.2.3 Representative FASs vs. All FASs

In our second experiment, by using the same similarity threshold of our first experiment
(τ = 0.4), we contrast the results achieved over Coenen-Multi using representative FASs
(applying GenCloMgVEAM and CliqueAMgMiner) against the results obtained using all
FASs (applying AMgMiner). First, in Table 3, we show the number of patterns identified in
Coenen-Multi, and in the tables 4 and 5, we show the results obtained by SVM and J48graft,
respectively.

Table 3: Number of FASs identified by AMgMiner (“All FASs”), GenCloMgVEAM (“Generalized
closed FASs”) and CliqueMgVEAM (“Clique FASs”) with τ = 0.4, as well as different closed thres-
hold δ and support threshold values over Coenen-Multi.

Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 12 12 11 8 8 8 8 12
0.4 37 25 21 18 17 11 11 35
0.3 349 154 86 71 68 62 62 59

In Table 3, the first column shows the support threshold values used in the mining
process. The second column shows the number of FASs mined by AMgMiner (i.e., all FASs),
the other six consecutive columns show the number of generalized closed FASs mined by
GenCloMgVEAM with different closed threshold values (δ = 0, 0.1, 0.2, 0.3, 0.4 and 1), and
the last column shows the number of clique FASs mined by CliqueAMgMiner. It is important
to highlight that, over Coenen-Multi, for δ > 0.4 GenCloMgVEAM mines the same patterns
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as those mined using δ = 1 (i.e., the maximal FASs). Thus, in Table 3, we show only the
number of patterns mined by GenCloMgVEAM with 0 ≤ δ ≤ 0.4 and δ = 1.

As it can be seen in Table 3, when our representative FAS mining algorithms are applied,
we obtain up to 16%, 29% and 66% of the total number of patterns for minsup = 0.3, 0.4
and 0.5, respectively.

Table 4: Classification results (%) achieved over Coenen-Multi using SVM with all FASs and repre-
sentative FASs.

(a) Accuracy.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 98.00 96.33 96.33 96.33 96.33 98.00
0.4 98.67 98.67 98.00 98.00 98.00 98.00 98.00 98.67
0.3 99.00 99.33 99.00 99.33 98.67 98.67 98.67 98.67
Average 98.56 98.67 98.33 97.89 97.67 97.67 97.67 98.45

(b) F-measure.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 98.70 96.30 96.30 96.30 96.30 98.00
0.4 98.70 98.70 98.00 98.00 98.00 98.00 98.00 98.70
0.3 99.00 99.33 99.00 99.33 98.70 98.70 98.70 98.70
Average 98.57 98.68 98.57 97.88 97.67 97.67 97.67 98.47

(c) Area under ROC.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 98.00 96.40 96.40 96.40 96.40 98.00
0.4 98.60 98.60 98.00 98.00 98.00 98.00 98.00 98.60
0.3 99.00 99.33 99.00 99.33 98.60 98.60 98.60 98.70
Average 98.53 98.64 98.33 97.91 97.67 97.67 97.67 98.43

The tables 4 and 5 are composed by three sub-tables for showing: (a) accuracy, (b) F-
meature, and (c) area under ROC results achieved on Coenen-Multi. Each sub-table contains
nine columns, where the first column shows the support threshold values used in the experi-
ment; the second one shows the classification results achieved by using all FASs as attributes
for image classification. The next six columns show the results achieved by using the general-
ized closed FASs mined by GenCloMgVEAM with different closed threshold values, and the
last column shows the results obtained by using the clique FASs mined by CliqueAMgMiner.

In the tables 4 and 5, we can see that similar classification results are obtained; however,
through the representative FASs we reduce the number of FASs.

A.1.3 Summary and Conclusions

In this appendix, an example of how the multi-graph FASs mined by our proposed algorithms
can be used for image classification was shown. From this example, we can see that, as
we expected, representing images as multi-graphs and using multi-graph FASs for building
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Table 5: Classification results (%) achieved over Coenen-Multi using J48graft with all FASs and
representative FASs.

(a) Accuracy.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 97.33 97.33 97.33 97.33 97.33 98.00
0.4 98.67 98.00 98.00 98.00 98.00 97.67 97.67 98.67
0.3 99.00 99.00 99.33 99.33 98.00 98.00 98.00 99.00
Average 98.56 98.33 98.22 98.22 97.78 97.67 97.67 98.56

(b) F-measure.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 97.33 97.33 97.33 97.33 97.33 98.00
0.4 98.70 98.00 98.00 98.00 98.00 97.70 97.70 98.70
0.3 99.00 99.00 99.30 99.30 98.00 98.00 98.00 99.00
Average 98.57 98.33 98.21 98.21 97.78 97.68 97.68 98.56

(c) Area under ROC.
Support All Generalized Closed FASs Clique
Threshold FASs δ = 0 δ = 0.1 δ = 0.2 δ = 0.3 δ = 0.4 δ = 1 FASs
0.5 98.00 98.00 97.33 97.33 97.33 97.33 97.33 98.00
0.4 99.30 99.30 98.70 98.70 98.00 97.80 97.80 99.30
0.3 99.40 99.40 99.40 99.40 98.70 98.70 98.70 99.40
Average 98.90 98.90 98.48 98.48 98.01 97.91 97.91 98.90

a vectorial representation allows improving the accuracy of some image classification tasks;
regarding representing images as simple-graphs and using simple-graph FASs.

We also showed that the representative FASs mined by GenCloMgVEAM and
CliqueAMgMiner allow reducing the number of patterns maintaining similar classification
results. This reduction is important because, in this way, the dimensionality of the vectorial
representation is reduced. Therefore, the performance of applying traditional classifiers could
be improved.
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B.1 Graph Transformation Correctness

In this appendix we demonstrate that our proposed allEdges method, based on graph trans-
formations, mines all Frequent Approximate Subgraphs (FASs) from a multi-graph collection
by using a simple-graph FAS miner. For introducing this demonstration, we need to define
some preliminary concepts. Therefore, we provide the concepts of induced subgraph, the op-
erator sum between two graphs, multi-graph simplification and graph generalization. These
concepts allow us simplifying the demonstrations introduced in this appendix.

Definition B.1 (Induced subgraphs) Let G = (V,E, φ, I, J) be a graph and V ′ ⊆ V
and E′ ⊆ E. The v-induced subgraph of G regarding V ′ is defined as the subgraph of G
denoted by G[V ′] = (V ′, E1, φ1, I1, J1), where E1 = {e ∈ E|φ(e) ⊆ V ′}. In a similar way,
the e-induced subgraph of G regarding E′ is defined as the subgraph of G denoted by G[E′] =
(V2, E

′, φ2, I2, J2), where V2 =
⋃
e∈E′ φ(e).

Definition B.2 (The operator ⊕) Let G1 = (V1, E1, φ1, I1, J1) and G2 = (V2, E2, φ2, I2, J2)
be two graphs, where for each v ∈ V1

⋂
V2, I1(v) = I2(v), and for each e ∈ E1

⋂
E2, φ1(e) =

φ2(e) and J1(e) = J2(e). Thus, the sum of G1 and G2 is a supergraph of G1 and G2 denoted
by G1 ⊕ G2 = (V3, E3, φ3, I3, J3), where V3 = V1

⋃
V2; E3 = E1

⋃
E2; for each v ∈ V1

I3(v) = I1(v) and for each v ∈ V2, I3(v) = I2(v); for each e ∈ E1, φ3(e) = φ1(e) and
J3(e) = J1(e), and for each e ∈ E2, φ3(e) = φ2(e) and J3(e) = J2(e). We will use the
notation

⊕
iGi for denoting the successive sum of several graphs Gi.

The transformation of a multi-graph into a simple-graph used for allEdges can be for-
mally defined as in Definition B.3.

Definition B.3 (Multi-graph simplification) Let G = (V,E, φ, I, J) be a connected multi-
graph, and let k and p be two different vertex labels that will be used to represent loops and
multi-edges, respectively. The multi-graph simplification of G is a graph defined as:

G′ =
⊕
e∈E

G′e, (1)

where the graph G′e is defined starting from G[{e}] as follows:
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• If e is a simple-edge, G′e = G[{e}].

• If e is a multi-edge and φ(e) = {u, v}, the graph G′e is defined as G′e = (V1, E1, φ1, I1, J1),
where V1 = {u, v, w}, E1 = {e1, e2}, E1 ∩ E = ∅, φ1(e1) = {u,w}, φ1(e2) = {w, v}, I1

is a restriction of I to V1 with I1(w) = p, J1(e1) = J1(e2) = J(e), and w /∈ V is a new
vertex.

• If e is a loop and φ(e) = {v}, the graph G′e is defined as G′e = (V2, E2, φ2, I2, J2), where
V2 = {v, w}, E2 = {e′}, e′ /∈ E, φ2(e′) = {v, w}, I2 is a restriction of I to V2 with
I2(w) = k, J2(e′) = J(e), and w /∈ V is a new vertex.

Notice that for building simplifications only vertices with label k and p are added, as well as
the simple-edges connecting such vertices.

Finally, we need to transform back the simple-graph FASs to a multi-graph context.
This transformation can be formally defined as in Definition B.4.

Definition B.4 (Graph generalization) Let G′ = (V ′, E′, φ′, I ′, J ′) be a returnable graph
and let k and p be the special labels used in Definitions B.3 and 4.1. Let V ′p be the set of all
of v ∈ V ′ such that I ′(v) = p, and let V ′k be the set of all of v ∈ V ′ such that I ′(v) = k. Thus,
the generalization of G′ is a graph defined as:

G = G′[V ′ \ (V ′p ∪ V ′k)]⊕
⊕

w∈V ′p∪V ′k

Gw, (2)

where G′[V ′ \ (V ′p ∪V ′k)] is a v-induced subgraph of G′ (see Definition B.1), and the graph Gw
is defined as follows:

• If I ′(w) = p, by the first condition of returnable graph (see Definition 4.1) there are
exactly two incidents edges e1 and e2, such that φ′(e1) = {u,w} and φ′(e2) = {w, v},
then Gw is defined as Gw = (V1, E1, φ1, I1, J1), where V1 = {u, v}, E1 = {e}, e /∈ E′,
φ1(e) = {u, v}, I1 is a restriction of I ′ to V1, and J1(e) = J ′(e1) = J ′(e2).

• If I ′(w) = k, by the second condition of returnable graph (see Definition 4.1) there is
exactly one incident edge e2, such that φ′(e2) = {v, w}, then Gw is defined as Gw =
(V2, E2, φ2, I2, J2), where V2 = {v}, E2 = {e}, e /∈ E′, φ2(e) = {v}, I2 is a restriction
of I ′ to V2, and J2(e) = J ′(e2).

Notice that, for building generalizations, only vertices with label k or p are removed, together
with the simple-edges connecting such vertices.

Once introduced the previous defined preliminary concepts, we demonstrate the cor-
rectness of allEdges.

First, we will demonstrate that the multi-graph patterns identified by our proposal are
FASs of the input multi-graph collection D. Next, supposing that the set F ′ contains all
simple-graph FASs mined from the simple-graph collection D′, we will demonstrate that the
set F with all multi-graph FASs of the input multi-graph collection can be obtained from F ′
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by applying Definition B.4. The set of non-returnable patterns are removed from the solution,
maintaining only those patterns which are returnable FASs.

For verifying the problem discussed in this appendix, we first demonstrate, through
Theorem 4, that given two multi-graphs G1 and G2, if G2 ⊆s G1 then its simplifications
(generalizations) fulfill that G′2 ⊆s G′1. To this end, we first introduce some theorems as
support for Theorem 4. First, sufficient conditions for the isomorphism between graphs is
provided by Theorem 1.

Theorem 1. Let G1 = (V1, E1, φ1, I1, J1) and G2 = (V2, E2, φ2, I2, J2) be two graphs, such that
there is a bijective function f : V1 → V2 fulfilling the first condition of Definition 2.3. Moreover, let us
to suppose that the set Ei can be partitioned into two subsets, Ei = Ei,1 ∪ Ei,2, for each i ∈ {1, 2},
such that there is an isomorphism (fj , gj) between G1{E1,j} and G2{E2,j}, being fj a restriction of
f , for each j ∈ {1, 2}. Then, there is a function g such that (f, g) is an isomorphism between G1 and
G2.

Proof. Let us define g : E1 → E2 as the following function g(e) = gj(e), for each e ∈ E1,j ;
j ∈ {1, 2}. Let e2 and e1 ∈ E1 be two edges, where φ1(e1) = {u, v} and e2 = g(e1). It is easy to see
that the second condition of Definition 2.3 is fulfilled. In fact, for each j ∈ {1, 2}, it is verified that if
e1 ∈ E1,j then: e2 = g(e1) = gj(e1) ∈ E2,j ⊆ E2; and φ2(e2) = {fj(u), fj(v)} = {f(u), f(v)},
since fj is a restriction of f ; and, J1(e1) = J1,j(e1) = J2,j(e2) = J2(e2), being J1,j(e1) and J2,j(e2)
the edge labeling function in G1{E1,j} and G2{E2,j}, respectively. Thus, the second condition of
Definition 2.3 is ensured.

With Theorem 2 we establish that the simplifications or generalizations of two isomor-
phic graphs are isomorphic too.

Theorem 2. Let G1 = (V1, E1, φ1, I1, J1) and G2 = (V2, E2, φ2, I2, J2) be two isomor-
phic connected (returnable) graphs. Then, the graphs, G′1 = (V ′1 , E

′
1, φ
′
1, I
′
1, J
′
1) and G′2 =

(V ′2 , E
′
2, φ
′
2, I
′
2, J
′
2), obtained from the simplifications (generalizations) of G1 and G2 are also iso-

morphic.

Proof. Let (f1, g1) be the isomorphism between G1 and G2. This theorem has two parts: (1) G′1 and
G′2 are simplifications, according to Definition B.3, of G1 and G2, respectively, and (2) G′1 and G′2
are generalizations, according to Definition B.4, of G1 and G2, respectively.

(1) Let e1 ∈ E1 be an edge, then, applying Definitions B.3 and B.4, we have three cases:

1. If e1 is a simple-edge, then there are three edges e′1 ∈ E′1, e2 ∈ E2, and e′2 ∈ E′2, such that
φ1(e1) = φ′1(e′1) = {u, v}, φ2(e2) = φ′2(e′2) = {f1(u), f1(v)}, and e2 = g1(e1).

2. If e1 is a loop, then there is only one vertex u ∈ φ1(e1) and there are three edges e′1 ∈ E′1,
e′2 ∈ E′2, and e2 ∈ E2, such that φ2(e2) = {f1(u)}, e2 = g1(e1), φ′1(e′1) = {u,w}, φ′2(e′2) =
{f1(u), f1(w)}, and I ′1(w) = I ′2(w) = k.

3. If e1 is a multi-edge, then ∃e ∈ E1, φ1(e) = φ1(e1). There are five edges e2 ∈ E2, e′1, e
′
2 ∈ E′1,

e′3, e
′
4 ∈ E′2, and there is a vertex w ∈ V ′1 ∩ V ′2 , such that e2 = g1(e1), J1(e1) = J2(e2) =
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J ′1(e′1) = J ′1(e′2) = J ′2(e′3) = J ′2(e′4), φ1(e1) = {u, v}, u 6= v, φ2(e2) = {f1(u), f1(v)},
φ′1(e′1) = {u,w}, φ′1(e′2) = {w, v}, v 6= w 6= u, I ′1(w) = p, φ′2(e′3) = {f1(u), f1(w)},
φ′2(e′4) = {f1(w), f1(v)}, and I ′1(w) = I ′2(w).

For each e1 ∈ E1 it is possible to unambiguously pick up e2 ∈ E2, such that G1[{e1}] and
G2[{e2}] are isomorphic. Thus, a bijective function g1 : E1 7→ E∗2 can be defined, where
g1(e1) = e2, for each e1 ∈ E1, and E∗2 = {e2 ∈ E2|∃e1 ∈ E1 : g1(e1) = e2}.

Taking into account that the substructures of G′1 and G′2 represent the substructures of G1 and
G2 (according to Definitions B.3 and B.4), respectively, and there is an isomorphism between
the substructures of G1 and G2, then, applying the theorem 1, there is an isomorphism between
the substructures of G′1 and G′2, and therefore there is an isomorphism between G′1 and G′2.

(2) This can be demonstrated in a similar way, using Definitions B.3 and B.4 in a reverse way.

Theorem 3 introduces a reversing property, which means that if we have a simplification
(generalization) of a graph G1, denoted by G, and we perform the inverse process, i.e. a
generalization (simplification), over G, then the result is isomorphic to G1.

Theorem 3. Let G = (V,E, φ, I, J) be the simplification (generalization) of the connected graph
G1 = (V1, E1, φ1, I1, J1), and let k and p be the special labels; then G1 is isomorphic to the gener-
alization (simplification) of G.

Proof. This theorem has two parts: (1) G is a simplification of G1, and (2) G is a generalization of
G1.

(1) Let G2 = (V2, E2, φ2, I2, J2) be the generalization of G. Applying Definitions B.3 and B.4, and
taking into account that for building G only vertices with label k or p were added, without changing
any other label, it is clear that V1 = V2 and I1 ≡ I2.

Now, let f : V1 7→ V2, such that f(v) = v, be the identity function, which is consequently bijective. In
this sense, for each u ∈ V1, it is fulfilled that f(u) = u ∈ V1 = V2 and I1(u) = I1(f(u)) = I2(f(u)),
since I1 ≡ I2.

Next, applying the aforementioned definitions, it is easy to see that for each e1 ∈ E1 there is e2 ∈ E2,
such that φ1(e1) = φ2(e2), J1(e1) = J2(e2), I1(v) = I2(v), for v ∈ φ1(e1). This fact can be stated
by considering the three cases for e1:

1. If e1 is a simple-edge, with φ1(e1) = {u, v}, then there are two edges e ∈ E and e2 ∈ E2,
such that φ1(e1) = φ(e) = φ2(e2), J1(e1) = J(e) = J2(e2), I1(u) = I(u) = I2(u), and
I1(v) = I(v) = I2(v). In this case, the transformation process does not produce any change
according to Definitions B.3 and B.4.

2. If e1 is a multi-edge, with φ1(e1) = {u, v}, then, according to Definition B.3, there are two
simple-edges e ∈ E and e′ ∈ E, such that φ(e) = {u,w}, φ(e′) = {w, v}, being w ∈ V
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and I(w) = p, J1(e1) = J(e) = J(e′), I1(u) = I(u), and I1(v) = I(v). Thus, according
to Definition B.4 there is also an edge e2 ∈ E2, such that φ2(e2) = {u, v}, J2(e2) = J(e) =
J(e′), I2(u) = I(u), and I2(v) = I(v).

3. If e1 is a loop, with φ1(e1) = {v}, then, according to Definition B.3, there is a simple-edge
e ∈ E, such that φ(e) = {v, w}, being w ∈ V and I(w) = k, J1(e1) = J(e), and I1(v) =
I(v). Thus, according to Definition B.4, there is also an edge e2 ∈ V2, such that φ2(e2) = {v},
J2(e2) = J(e), and I2(v) = I(v).

In summary, for each e1 ∈ E1 (e2 ∈ E2) there is e2 ∈ E2 (e1 ∈ E1), such that φ1(e1) = φ2(e2),
J1(e1) = J2(e2), I1(v) = I2(v), for each v ∈ φ1(e1) (v ∈ φ2(e2)). Thus, we have an
isomorphism (fe1 , ge1) between G1[{e1}] and G2[{e2}], where fe1 is a restriction of f and
ge1(e1) = e2.

Taking into account that Gi =
⊕
e∈Ei

Gi[{e}], being Gi connected, for each i ∈ {1, 2}, and
repeatedly applying Theorem 1, it is concluded that G1 and G2 are isomorphic. Thus, the part
(1) of this theorem was proved.

(2) This can be also demonstrated in a similar way, using Definitions B.3 and B.4 in a reverse way.

Finally, using Theorems 1, 2 and 3, we can introduce and prove Theorem 4 as follows:

Theorem 4. Let G′1 = (V ′1 , E
′
1, φ
′
1, I
′
1, J
′
1) and G′2 = (V ′2 , E

′
2, φ
′
2, I
′
2, J
′
2) be two multi-graphs, and

let G1 = (V1, E1, φ1, I1, J1) and G2 = (V2, E2, φ2, I2, J2) be two simple-graphs, such that G1 and
G2 are simplifications of G′1 and G′2, respectively; then G′2 ⊆s G′1 ⇔ G2 ⊆s G1.

Proof. For proving the direct sense (⇒) of the theorem, it is assumed that G′2 is sub-isomorphic to
G′1. Let (f ′2, g

′
2) be the isomorphism between G′2 and a subgraph of G′1. Let e2 ∈ E2 be an edge,

then, according to Definitions B.3 and B.4, we have three cases:

1. If ∀v ∈ φ2(e2), I2(v) /∈ {k, p}, then e2 is a simple-edge and there are three edges e′2 ∈ E′2, e′1 ∈
E′1, and e1 ∈ E1, such that φ2(e2) = φ′2(e′2) = {u, v}, φ′1(e′1) = φ1(e1) = {f ′2(u), f ′2(v)},
e′1 = g′2(e′2).

2. If ∃w ∈ φ2(e2), I2(w) = p, then there is one vertex u ∈ φ2(e2), u 6= w, and φ2(e2) = {u,w},
and there is one edge e ∈ E2, e 6= e2 and φ2(e) = {w, v}, v 6= u. There are four edges
e′2 ∈ E′2, e′1 ∈ E′1, and e1, e3 ∈ E1, such that φ′2(e′2) = {u, v}, φ′1(e′1) = {f ′2(u), f ′2(v)},
φ1(e1) = {f ′2(u), w}, φ1(e3) = {w, f ′2(v)}, I1(w) = p, and e′1 = g′2(e′2).

3. If ∃w ∈ φ2(e2), I2(w) = k, then there is one vertex u ∈ φ2(e2), u 6= w, and φ2(e2) = {u,w}.
There are three edges e′2 ∈ E′2, e′1 ∈ E′1, and e1 ∈ E1, such that φ′2(e′2) = {u}, φ′1(e′1) =
{f ′2(u)}, φ1(e1) = {f ′2(u), w}, I1(w) = k, and e′1 = g′2(e′2).
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In summary, for each e2 ∈ E2 it is possible unambiguously to finding e1 ∈ E1, such that
G1[{e1}] and G2[{e2}] are isomorphic. Thus, a bijective function g2 : E2 7→ E∗1 can be
defined, where g2(e2) = e1, for each e2 ∈ E2, and E∗1 = {e1 ∈ E1|∃e2 ∈ E2 : g2(e2) = e1}.

Using Theorem 1, it is clear that G2 =
⊕

e∈E2
G2[{e}] is isomorphic to G3 =

⊕
e∈E∗1

G1[{e}],
with G3 ⊆ G1. Therefore, the direct sense of the theorem has been proved.

The inverse sense (⇐) of the theorem can also be easily proved, it is enough to follow the definition
of simplification in a reverse way as it was done for the direct sense.

Theorem 4 demonstrates the sub-isomorphic correspondence between two graphs and
its generalizations (simplifications). Next, a correspondence between the support of a graph
and its generalization (simplification) is formalized in Corollary 1.

Corollary 1. Let D = {G1, . . . , GN} be a collection of N simple-graphs, let D′ = {G′1, . . . , G′N}
be a collection of N multi-graphs, where Gi is the simplification of G′i, for each 1 ≤ i ≤ N . Let G
be the simplification of a multi-graph G′. Then, supp(G,D) = supp(G′, D′).

Corollary 1 is directly derived from Theorem 4, since G is sub-isomorphic to Gi ⇔ G′

is sub-isomorphic to G′i, for each 1 ≤ i ≤ N .

Corollary 2. Let D and D′ be the collections of simple-graphs and multi-graphs, respectively used
in Corollary 1. Let G be the simplification of a multi-graph G′. Then, G is a FAS in D ⇔ G′ is a
returnable FAS in D′.

Corollary 2 is derived directly from Corollary 1, since supp(G,D) = supp(G′, D′).

Theorem 5. Let D′ = {G1, G2, . . . , G|D′|} be a multi-graph collection, if allEdges is applied over
D′ using an algorithm for mining all simple-graph FASs; then, all multi-graph FASs are mined from
D′.

Proof. The proof is immediate from Theorem 4 and Corollaries 1 and 2.
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